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# Wstęp

[tu znajdzie się cel oraz podział pracy]

# Wprowadzenie

RTS, czyli tłumacząc dosłownie z języka angielskiego „strategia czasu rzeczywistego” jest odmianą gry strategicznej, w której gracze skupiają się na rozbudowie gospodarki ekonomicznej oraz siły militarnej w celu pokonania przeciwnika (zniszczenia jego armii i bazy).[[1]](#footnote-1) Jej główna cecha polega na tym, iż dzieje się w czasie rzeczywistym, co oznacza, że cała rozgrywka nie jest podzielona na tury lub kolejki.[[2]](#footnote-2)

Strategie czasu rzeczywistego są zróżnicowane pod względem tematyki oraz sposobu prezentacji świata, mimo to większość bazuje na podobnym schemacie działania. Gracz kontroluje poczynania jednej z konkurujących frakcji. Jego zadaniem jest pozyskiwanie surowców, budowa zaplecza gospodarczego, stworzenie silnej armii i zajęcie terenów przeciwnika. W 1992 roku twórcy gry *Dune II* wprowadzili wzajemną zależność struktur od siebie, a także ideę różnych stron, które posiadają różne jednostki i bronie.[[3]](#footnote-3) Cechą wspólną gier strategicznych są warunki zwycięstwa, czyli pokonanie przeciwnika poprzez zniszczenie jego głównej struktury dowodzącej lub pozbawienie go zasobów, dzięki czemu nie ma on możliwości odbudowy swoich jednostek.[[4]](#footnote-4)

Główną mechaniką gry jest wybór ścieżki rozwoju, którą gracz zamierza podążać podczas trwania rozgrywki. Do wyboru zazwyczaj ma dwie podstawowe gospodarki — ekonomiczną oraz militarną, które później może krzyżować. Pierwsza z nich sprawia, że na początku gracz ma bardzo słabe jednostki militarne (lub nie ma ich wcale), gdyż skupiamy się na rozwoju związanym z pozyskiwaniem surowców budulcowych. W ten sposób gromadzi dużą liczbę zasobów w krótkim czasie, co w konsekwencji pozwala mu na szybszą rozbudowę oraz masowe zrekrutowanie jednostek w późniejszym etapie gry. Druga droga jest bardziej militarna i skupia się na inwestowaniu w oddziały zbrojne oraz badania z nimi związane. Umożliwia to zbudowanie silnych jednostek we wczesnej fazie gry. Gracz korzystający z takiej strategii nie może pozwolić sobie na szybki rozwój technologiczny, ale zazwyczaj jest w stanie odeprzeć ataki wroga. Podczas podejmowania decyzji odnośnie wyboru ścieżki (którą w każdej chwili można zmienić), gracz musi również zrozumieć konstrukcję mapy oraz rozmieszczenie poszczególnych surowców, w stopniu wystarczającym, by jak najbardziej optymalnie jego zdaniem rozlokować budynki oraz jednostki.[[5]](#footnote-5)

Sztuczna inteligencja w grach typu RTS ma między innymi za zadanie postępować jak prawdziwy gracz. W skład tego wchodzą takie zachowania jak:[[6]](#footnote-6)

* znalezienie jak najbardziej optymalnej drogi (pathfinding), który pozwoli na szybsze dotarcie jednostek do wskazanego celu,
* posiadanie bazowej wiedzy na temat gry,
* planowanie swoich działań,
* rozbudowa jednostek,
* wieczne uczenie się na błędach oraz sukcesach,
* wyciąganie wniosków z podjętych działań,
* dostosowywanie szybkości nauki oraz wykonywania do wybranego poziomu trudności rozgrywki,
* wysyłanie jednostek zwiadowczych w celu zebrania informacji o poziomie zaawansowania gracza,
* przewidywanie ewentualnej strategii gracza,

Głównym problemem dla sztucznej inteligencji, jaki pojawia się podczas rozgrywek, jest podejmowanie decyzji opartych o zbyt małą liczbę informacji, a co za tym idzie — optymalnie zaplanowanie taktyk oraz rozlokowanie sił. Po zdobyciu informacji konieczne jest wyselekcjonowanie, która z nich ma najwyższy priorytet w danej sytuacji oraz zrozumienie jej wagi w odniesieniu do całości. Widać, że napisanie dobrej AI w grze RTS jest niezwykle trudnym zadaniem. Większości obecnych tytułów brakuje wysublimowanej sztucznej inteligencji — trudność gry skaluje się sprawiając, że AI oszukuje (ma zwiększoną siłę liczebną, lub zmniejszony koszt produkcji jednostek) **[źródło: nie mogę znaleźć dobrego na poparcie tej tezy. Jest takie: http://www.escapistmagazine.com/forums/read/9.70287-RTS-AI-needs-improvement]**, podczas gdy można by było poprawić jej zdolności myślenia strategicznego.

Celem naszej pracy magisterskiej jest próba stworzenia sztucznej inteligencji dla gracza w grze RTS. Aby móc ją na czymś testować, zostanie zaimplementowany prototyp takiej gry, który będzie oparty o proste reguły. Głównym założeniem jest zaprogramowanie AI, która będzie posiadała zdolność do pozyskiwania informacji, przetwarzania ich oraz postępowania będącego ich konsekwencją. Ma to być zatem coś w rodzaju fundamentu pod bardziej złożoną sztuczną inteligencję, udającą z powodzeniem człowieka. Nie przewidujemy pełnej AI pozwalającej na jednoosobową rozgrywkę przeciwko niej, ale stworzymy pojedyncze mechanizmy rozwiązujące zadania stawiane przed graczem w RTS, które później zostaną przebadane co do ich skuteczności.

# 1. Reguły i założenia prototypu

Celem niniejszej pracy magisterskiej jest zaprogramowanie prototypu gry, stworzenie sztucznej inteligencji w ograniczonym stopniu sterującej graczem i przebadanie jej skuteczności. Prototyp dostał roboczą nazwę MechWars. Postanowiliśmy oprzeć go o proste zasady, gdyż nie chcemy skupiać się zbyt mocno na rozbudowie mechaniki rozgrywki. Mimo to nie mogą one też być zbyt proste, gdyż za mocno ograniczyłoby to możliwości oraz decyzje sztucznej inteligencji. Prototyp zostanie umieszczony w konkretnej konwencji określającej zasób, a także rodzaje jednostek, budynków i badań technologicznych.

## 1.1 Konwencja

Program, którego będziemy używać do stworzenia prototypu gry RTS to *Unity*. Modele budynków, jednostek jak i otoczenia będą trójwymiarowe, a perspektywiczna kamera będzie ustawiona pod kątem 45° do planszy. Teren, na którym będzie miała miejsce rozgrywka będzie płaską i symetryczną względem środka mapą tak, aby obie strony miały równe szanse przy rozpoczęciu partii.

Przy tworzeniu konwencji prototypu zamierzamy inspirować się wizją świata po apokalipsie, w której jedynymi ocalałymi są maszyny. Dodatkowo wygląd otoczenia inspirowany będzie stylem retrofuturystycznym, czyli wyobrażeniem przyszłości zazwyczaj stylizowanym na erę wiktoriańską.[[7]](#footnote-7) W związku z tym tematem przewodnim naszego prototypu będą walki maszyn w futurystycznym świecie, który będzie wielkim złomowiskiem. Oprócz budynków produkcyjnych będą w nim występować jednostki zmechanizowane, czyli mechy. Głównym zasobem świata będzie złom występujący rozsypany po powierzchni. Dodatko będzie można go zbierać z wraków jednostek oraz zniszczonych budynków.

Budynki oraz jednostki, które zostaną wykorzystane w prototypie będą trójwymiarowymi modelami stworzonymi w całości na potrzeby niniejszej pracy. Dym z kominów niektórych budynków zostanie zaprojektowany dzięki systemowi cząsteczkowemu w *Unity*.

## 1.2 Podstawowa mechanika

W podstawowej mechanice przewidujemy jeden funkcjonalny tryb gry — gracz ludzki przeciwko sztucznej inteligencji. Dodatkowo, jeśli uda się zaprogramować dość zachowań AI by miało to sens, zostanie wprowadzony drugi tryb gry: rozgrywka pomiędzy dwoma sztucznymi inteligencjami. Do żadnego z tych trybów gry nie zamierzamy tworzyć ani fabuły, ani kampanii, ponieważ chcemy skupić się na programowaniu sztucznej inteligencji.

Plansza (zwana również mapą), na której toczyć się będzie rozgrywka ma być podzielona na kwadratowe pola. Jednostka, budynek czy zasób stanowić mają elementy mapy. Jednostki i zasoby zajmować będą dokładnie jedno pole mapy, budynki będą mogły zajmować kilka (będą mieć określony kształt). Każdy element mapy znajduje się zawsze na określonych polach, z wyjątkiem jednostki — ta może znajdować się pomiędzy polami tylko w trakcie ruchu na sąsiednie pole.

Zamierzamy zaimplementować podstawowe zachowania jednostek kierowanych zarówno przez fizycznego gracza, jak i przez sztuczną inteligencję. Zaliczają się do nich:

* wykonywanie rozkazów gracza,
* przemieszczanie jednostek po mapie,
* atakowanie oddziałów przeciwnika,
* zbieranie zasobów z planszy.

Jednostki i budynki będą posiadać własną, ograniczoną sztuczną inteligencję. Będzie ona zrealizowana w postaci rozkazów wydawanych przez gracza. Rozkazy będą pewnymi procesami wykonującymi szereg czynności. W skład tego będą wchodziły nie tylko pojedyncze rozkazy odnośnie przemieszczania się, ale także automatyczne atakowanie, gdy przeciwnik pojawi się w zasięgu widzenia danej jednostki. Planowane rozkazy to:

* *Idle* — bezczynność; jednostka lub budynek stoi w miejscu, obraca się raz na jakiś czas (jeśli potrafi) i atakuje wrogów, którzy znajdą się w zasięgu ataku (też: jeśli potrafi),
* *Move* — jednostka przemieszcza się do określonej pozycji docelowej,
* *FollowAttack* — jednostka atakuje wroga i goni go,
* *StandAttack* — jednostka atakuje wroga w miejscu i przerywa atak, gdy wróg wyjdzie z zasięgu,
* *AttackMove* — jednostka przemieszcza się do określonej pozycji docelowej, ale po drodze angażuje się w walkę z wrogami, jeśli takich napotka,
* *Escort* — jednostka podąża za wskazanymi przyjaznymi jednostkami i atakuje wszystkich wrogów w zasięgu,
* *Harvest* — jednostka kursuje między wskazanym zasobem a najbliższą do niego rafinerią, zbierając zasób i odkładając go do rafinerii, gdy się zapełni,
* *Stop* — jednostka przerywa obecny rozkaz,
* *UnitProduction* — budynek produkuje określony rodzaj jednostki,
* *BuildingConstruction* — budynek konstruuje inny, określony budynek we wzkazanym miejscu,
* *TechnologyDevelopment* — budynek odkrywa określoną technologię.

Idle będzie rokazem domyślnym — jeśli jednostka lub budynek nie będzie mieć wydanych żadnych rozkazów, będzie wykonywać Idle. Jednostki i budynki różnić się będą co do rozkazów, które będą mogły wykonywać. Przykładowo zwiadowca nie będzie mógł atakować ani odkrywać technologii, a wieżyczka obronna nie będzie mogła się poruszać.

Zamierzamy zastosować mechanizm tzw. mgły wojny. Polega on na tym, że tylko pewna część mapy znajduje się w polu widzenia jednostek, a zatem gracza. W związku z tym w pozostałych miejscach lokalizacja jednostek przeciwnika pozostaje nieznana. Mgła wojny jest odpowiednikiem poziomu niepewności gracza co do sytuacji, w której znajduje się przeciwnik w danym momencie. Może ona również dostarczać informację odnośnie położenia surowców na mapie **[co?]**.[[8]](#footnote-8) Dzięki jednostkom takim jak zwiadowca będziemy mogli odkryć fragment terytorium i zebrać informacje na temat stanu zaawansowania przeciwnika oraz położenia surowców.

## 1.3 Typy jednostek

W związku z tym, iż chcemy zachować optymalny balans rozgrywki, stworzone zostaną jedynie jednostki naziemne. Będą się one różniły między sobą nie tylko wyglądem, ale również statystykami, takimi jak:

* szybkość obrotu i poruszania się,
* siła i szybkość ataku,
* zasięg ataku i widzenia,
* liczba punktów życia.

Dwoma podstawowymi niemilitarnymi jednostkami będą jednośladowy zwiadowca — *Scout* — oraz zbieracz zasobów, czyli *Harvester*. Zwiadowca charakteryzować się będzie wysokim zasięgiem widzenia, i szybkością, ale jednocześnie nie będzie miał możliwości ataku i bardzo łatwo go będzie zniszczyć. Jego zadaniem będzie zatem rekonensans: sprawdzenie terenu, odnalezienie zasobów, a także szpiegowanie postępów przeciwnika. *Harvester* natomiast będzie jednostką, która będzie potrafiła wydobywać zasoby (złom) i transportować go do rafinerii. On również nie będzie potrafił walczyć.

Podstawowymi oddziałami militarnymi będą dwa typy zmechanizowanych jednostek kroczących — tzw. mechów. Dalekozasięgowy mech z karabinami maszynowymi (*MechMachinegun*) będzie ostrzeliwał wrogów niską siłą ataku, podczas gdy wytrzymalszy i silniejszy mech z miotaczem ognia (*MechFlamethrower*) będzie musiał podejść bezpośrednio do wroga. Obie jednostki będą poruszały się dość szybko, jednak nie będą zadawały zbyt wysokich obrażeń jednostkom i budynkom.

Oprócz powyżej opisanych jednostek powstaną jeszcze dwa rodzaje pojazdów militarnych. Jednym z nich będzie czołg (*Tank*), które będzie powolną maszynami ze stosunkowo dużym zasięgiem ataku i siłą ognia. Drugim będzie mobilna wyrzutnia rakiet (*RocketLauncher*), która cechować się będzie olbrzymim zasięgiem i siłą rażenia, ale z bliska jej rakiety będą niezwykle niecelne — tak, że mogą przypadkiem trafić we własne jednostki i struktury. Oba typy pojazdów będą posiadały na tyle duże obrażenia, by w bardzo szybkim czasie niszczyć budynki i całe oddziały wroga.

## 1.4 Typy budynków

Budynki będą służyły konstrukcji nowych budynków, produkcji jednostek, opracowywaniu technologii, składowaniu zasobów oraz obronie bazy. Kominy przy niektórych budynkach będą generować dym utworzony za pomocą systemu cząsteczkowego w programie *Unity*.

Typy planowanych przez nas budynków to:

* *ConstructionYard* — budynek służący do konstrukcji nowych budynków; nie można go wybudować, ale każda armia zaczyna z jednym,
* *Refinery* — rafineria złomu, będąca punktem, do którego Harvestery znoszą zasoby (fabularnie służy do przetwarzania złomu na użyteczny metal),
* *Factory* — fabryka produkująca jednostki,
* *Laboratory* — laboratorium naukowe służące do odkrywania nowych technologii, dających bonusy do statystyk oraz odblokowujących nowe jednostki i budynki,
* *Turret* — zmechanizowana wieża obronna, która strzela do wrogich jednostek,
* *Wall* — mur który nie pozwala jednostkom przejechać.

## 1.5 Technologie i drzewko technologiczne

Głównym zadaniem technologii jest spełnianie wymagań do konstrukcji nowych budynków, produkcji nowych jednostek i odkrywania następnych technologii. Istnienie pewnego budynku w bazie również może być wymaganiem. Gdy wziąć wszystkie zależności wymagań pomiędzy technologiami, budynkami i jednostkami, tworzą one tzw. drzewko technologii, pokazujące drogi rozwoju ekonomicznego i militarnego (Rysunek 1).

Czerwone prostokąty oznaczają jednostki, zielone budynki, a niebieskie technologie. Wszystkie jednostki są produkowane w *Factory*, a budynki konstruowane w *ConstructionYard*. Technologie odkrywane są głównie w *Laboratory*, z wyjątkiem dwóch — te w nawiasie mają podany budynek, który służy do ich odkrycia. Strzałka wychodzi od obiektu który wymaga i wskazuje na obiekt wymagany. Oczywiście wszystkie jednostki wymagają *Factory* a wszystkie technologie odkrywane w laboratorium wymagają *Laboratory*. Nie ma jednak potrzeby wymuszać takiego wymagania, gdyż po prostu jest to zrealizowane jako możliwości budynków. Tylko fabryka potrafi produkować jednostki, a tylko laboratorium odkrywać większość technologii. Dlatego istnieją jednostki, budynki i technologie, które (pozornie) nie wymagają niczego. Na rysunku można zauważyć też, że jednostki nie są do niczego wymagane. Oczywiście jest to celowe, gdyż taki zabieg nie miałby sensu.

Przykładem wymagań może być to, że aby stworzyć wieżyczkę obronną (*Turret*), trzeba najpierw wybudować fabrykę (*Factory*) i odkryć ciężkie działa (*HeavyCannons*). Z kolei do produkcji dowolnej jednostki militarnej fabryka musi odkryć dział zbrojeniowy (*ArmsDivision*).

Niektóre technologie poza spełnianiem wymagań zapewniają również bonusy do statystyk. Poniżej znajduje się ich lista:

* *PortableScrapGrinder*:
  + Szybkość zbierania zasobów jednostki *Harvester*: ×1.5
* *ImprovedLenses*:
  + Zasięg widzenia jednostki *Scout*: +2
* *MachinegunRotationBooster*:
  + Szybkość ataku jednostki *MechMachinegun*: ×1.2
* *HighOctaneFuels*:
  + Szybkość ruchu jednostek *Scout*, *Tank* i *RocketLauncher*: ×1.2

![](data:image/png;base64,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)

Rysunek : Drzewko technologiczne prototypu MechWars

* *PlatedTracks*:
  + Punkty życia jednostek *Tank* i *RocketLauncher*: +100
* *RefinedSteelPlating*:
  + Punkty życia jednostki *Tank*: ×1.3
* *HighExplosives*:
  + Siła ataku jednostki *RocketLauncher*: ×1.2

## 1.6 Interfejs użytkownika

Na interfejs użytkownika będzie składać się menu główne gry pozwalające wybrać tryb gry oraz GUI wewnątrz samej rozgrywki. Głównym elementem tego drugiego ma być panel dolny zawierający przyciski rozkazów, minimapę (czyli miniaturę całej planszy, na której widać jej stan — położenie jednostek, budynków oraz kształt mgły wojny) i, jeśli wystarczy czasu, kolejkę budowania oraz listę zaznaczonych elementów mapy. Poza tym w górnej części ekranu wyświetlana będzie obecna liczba jednostek zasobów, a nad przyciskami rozkazów pokazywać się będą dymki z opisem rozkazu po najechaniu na niego kursorem myszy.

Sama myszka ma zachowywać się w sposób zbliżony do znanego ze współczesnych RTSów. Lewy przycisk myszy ma służyć do zaznaczania elementów mapy. Przy przytrzymaniu go i przeciągnięciu myszy ma powstać ramka zaznaczenia, która wpływa na zaznaczenie wszystkich elementów mapy znajdującej się wewnątrz niej. Z kolei prawy przycisk myszy ma służyć wydawaniu automatycznych rozkazów – na przykład przy kliknięciu na teren jednostka otrzyma rozkaz *Move*, na zasób — Harvest, a na wroga — *FollowAttack*. Za to po wybraniu rozkazu przyciskiem z panelu dolnego, lewy przycisk myszy będzie służył do jego wydania.

Wokół zaznaczonych jednostek i budynków będą pojawiać się ramki z tzw. paskami życia. Paski życia będą pokazywać ile punktów życia zostało elementowi mapy, a ich kolor będzie wskazywał na to, z której armii pochodzi.

# 2. Kreacja graficzna prototypu

Każda gra oprócz części programistycznej składa się również z kreacji graficznej, która nie tylko ułatwia korzystanie z niej, ale także nadaje walorów estetycznych. Ważną rolę odgrywa zarówno interfejs gracza, jak i trójwymiarowe modele czy efekty specjalne wewnątrz gry.

## 2.1 Grafika dwuwymiarowa

Na grafikę dwuwymiarową stworzoną w naszym prototypie składa się wiele powiązanych ze sobą elementów, takich jak:

* własny wygląd kursora myszy wewnątrz prototypu,
* interfejs głównego menu gry,
* interfejs gracza oraz jego elementy widoczne podczas rozgrywki.

### 2.2.1 Kursor myszy

Jak jest tu programowanie to to musi pójść niżej, sry. W rozdziale 3 wprowadzam pojęcia, które są niezbędne by opisać ten kawałek kodu. Te pojęcia muszą być wprowadzone wcześniej. Poza tym ta klasa nie odpowiada wcale za wygląd kursora, ale za jego przemieszczanie. Pomimo małej wagi jednym z podstawowych walorów estetycznych jest wygląd kursora myszy. Prawie każda gra posiada ~~zdesignowany kontroler~~ - żargon w celu lepszego dopasowania do klimatu gry. W naszym prototypie za wygląd kursora jest odpowiedzialna klasa CursorController, która odpowiada jest odpowiedzialna/odpowiada – powt. za wyświetlenie stworzonego przez nas obrazka we właściwym miejscu. Wewnątrz niej znajdują się funkcja Start() oraz Update(). Pierwsza z nich odpowiada za wyświetlanie kursora, natomiast druga ma za zadanie ustalenie jego położenia przy każdym odświeżeniu klatki, dzięki czemu jego pozycja jest na bierząco aktualizowana. ort.

namespace MechWars.PlayerInput

{

public class CursorController : MonoBehaviour

{

void Start()

{

Cursor.visible = false;

}

void Update()

{

var pos = Globals.Spectator.InputController.Mouse.Position;

var cursor = gameObject;

var rt = cursor.GetComponent<RectTransform>();

rt.position = pos;

}

}

}

Fragment kodu : Ciało klasy CursorController

### 2.2.2 Porównanie budowy interfejsów gracza

W związku z obowiązującym aktualnie trendem flat designu postanowiliśmy wykorzystać go w naszej pracy. Mimo iż nie jest on popularny w grach RTS, wygląda czysto i schludnie, a jego główną cechą jest minimalizm oraz prostota.

Kodzenie głównego menu [stary typ kodzenia]

Kodzenie interfejsu [nowy typ kodzenia]

## 2.2 Grafika trójwymiarowa

Na grafikę trójwymiarową składają się modele mechów oraz budynków wewnątrz gry, a także otoczenia, które je otacza. Dodatkowo występują particle zaprojektowane wewnątrz *Unity* [dym z kominów]. [skrypt na rozpoczęcie generowania particli dopiero po zakonczonej budowie budynku]. Dodatkowo jest dopasowywanie się muru [skrypt].

# 3. Sposób zaprogramowania prototypu

Gra RTS w ogólności jest bardzo złożonym projektem informatycznym. Napisanie nawet jej uproszczonego prototypu było skomplikowanym zadaniem. Wymagało dogłębnego przeanalizowania wszystkich koniecznych funkcjonalności oraz zaprojektowania zależności między klasami i obiektami od podstaw. Zaprogramowany prototyp można zatem podzielić na kilka sporych, choć różniących się wielkościami podsystemów (w nawiasie podana została nazwa jednej lub kilku najważniejszych klas z danego podsystemu — wyróżniających ten podsystem):

* Obiekty globalne (Globals),
* Elementy mapy (MapElement, Unit, Building, Resource),
  + Ataki (Attack),
  + Rozkazy (Order),
    - Akcje rozkazów (OrderAction),
    - Produkty (Product),
  + Statystyki (Stat),
* Obiekty mapy (Map),
* Mgła wojny (VisibilityTable, VisualFog),
* Poszukiwanie ścieżek (AStarPathfinder),
* Sterowanie (InputController),
* Sztuczna Inteligencja (AIBrain),
  + Agenci (Agent),
    - Cele (Goal),
  + Regiony (Region),
* GUI (CanvasScript),
* Narzędzia (folder *Utils* – brak konkretnej klasy wyróżniającej).

Obiekty globalne to podsystem, którego klasy najczęściej mają tylko po jednej instancji, a pobranie referencji do tych instancji jest możliwe z dowolnego miejsca kodu. Klasy z tego modułu służą przede wszystkim ogólnej konfiguracji gry oraz dostępowi do danych o stanie gry takich jak mapa, jednostki danej armii czy jej obecny rozwój technologiczny.

Elementy mapy to zdecydowanie największy i najbardziej złożony moduł. Najważniejszą klasą jest tu MapElement — będący dowolną rzeczą która może znajdować się na polu (lub polach) mapy. Może być to jednostka, budynek albo zasób. W skład tego podsystemu wchodzą też wszystkie klasy związane z obsługą elementów mapy (więc np. technologie), dotyczące tzw. duchów (*snapshotów* pokazujących ostatni stan obiektu MapElement, zanim został skryty przez mgłę wojny), efektów cząsteczkowych, markerów do minimapy, poruszania się jednostek, obrotu głowic elementu mapy (np. lufy czołgu) tudzież konstrukcji nowych budynków.

Można tu wydzielić jeszcze 3 podmoduły. Podmoduł ataków zawiera klasy obsługujące wyprowadzania ataków przez jednostki. Podmoduł statystyk dotyczy utrzymywania statystyk elementu mapy (takich jak punkty życia, siła ataku, szybkość poruszania) i stosowania bonusów do nich. Podmoduł rozkazów natomiast sam w sobie jest obszerny i można w nim wydzielić jeszcze pomniejsze części.

Przede wszystkim podmoduł rozkazów zawiera klasy obsługujące wszelakie rozkazy wydawane jednostkom: poruszanie, atakowanie, zbieranie zasobów, eskortowanie, produkcja jednostek, konstrukcja budynków, odkrywanie technologii. Istnieje tu do tego część związana z tzw. akcjami rozkazów, które stanowią o możliwości wykonania danego rozkazu. Na przykład jednostka może wykonać rozkaz FollowAttackOrder tylko, jeśli ma przypisaną akcję FollowAttackOrderAction. Dla każdego rozkazu, który gracz może wydać jednostce/budynkowi istnieje akcja tego rozkazu.

Drugą częścią do wydzielenia z podmodułu rozkazów jest część związana z produktami. Produkty to efekty działania rozkazów produkcji (produkcji jednostek, konstrukcji budynków, odkrywania technologii). Dopóki dana rzecz (jednostka, budynek, technologia) jest w produkcji, istnieje dla niej stworzony produkt (obiekt klasy Product), który zawiera informacje o postępach produkcji.

Obiekty mapy zawierają informacje o planszy: jej rozmiar, dwuwymiarową tablicę elementów mapy, listę graczy i armii biorących udział w rozgrywce oraz obiekt „widza” (Spectator). W module tym znajduje się również implementacja struktury danych drzewa czwórkowego w postaci klasy QuadTree.

Mgła wojny to niewielki podsystem zarządzający obecnie widocznym przez armię terenem i jednostkami. Aktualizowana przez MapElement tablica VisibilityTable zawiera informacje o tym, które pola są widoczne, które poza zasięgiem widzenia, a które nieodkryte. VisualFog i MinimapFog to obiekty zajmujące się wizualizacją mgły wojny na scenie (przyciemnianie terenu poza polem widzenia).

W module poszukiwania ścieżek znajduje się kilka klas, które współpracując stanowią implementację algorytmu A\*. Znajdujący się tu interfejs IPathfinder pozwala na stworzenie innego algorytmu, jednak istnieje tylko jedna klasa implementująca go: AStarPathfinder. Jako wynik algorytmu zwracany jest obiekt typu Path, składający się z obiektów WayPoint.

Sterowanie nie jest bardzo dużym podsystemem, lecz dość skomplikowanym. W takiej postaci w jakiej jest teraz, został on stworzony po solidnym refactoringu. Znajdują się tu klasy związane z przemieszczaniem kamery, obsługą myszki gracza (PlayerMouse), jej stanów (MouseStateController, myszka ma różne tryby działania w zależności od jej stanu — np. kliknanie wydaje taki albo inny rozkaz), podświetlania i zaznaczania elementów mapy (HoverBox i SelectionMonitor), wyboru miejsca konstrukcji budynku, decydowania o kolorach ramek zaznaczonych jednostek i HoverBoxa.

Zaprogramowana sztuczna inteligencja jest drugim co do obszerności modułem.[[9]](#footnote-9) W skrócie opiera się ona na systemie wieloagentowym (klasa Agent) zastosowanym do obsługi całej strony konfliktu. Każdy agent spełnia inne zadanie: jest osobny agent od wiedzy, od rekonesansu, od zbierania zasobów i od konstrukcji budynków. Dla każdej jednostki w grze również istnieje osobny agent — niższego poziomu. Agenty symulują równoczesne działanie (obiekt AIBrain — będącym odpowiednikiem obiektu Spectator po stronie sztucznej inteligencji — uruchamia aktualizację każdego istniejącego agenta raz na cykl pętli gry). Komunikują się między sobą za pomocą niezbyt rozbudowanego systemu wiadomości. Agenty jednostek mogą zostać „wzięte” przez inne agenty — agent, który taką jednostkę „wziął” chwilowo nią zarządza i żaden inny nie ma do niej dostępu, dopóki nie zostanie ona „zwolniona”. Agenty (głównie agenty jednostek) mogą posiadać kolejkę celów (Goal), które po kolei wykonują. Obok agentów istnieje kilka sposobów w jaki AI organizuje sobie wiedzę o stanie gry. FilteringMapProxy pośredniczy w pobieraniu informacji z Map. MapElementKind opisuje zastosowania rodzajów jednostek. CreationMethod mówi w jaki sposób dany element mapy może zostać stworzony. Wreszcie Regiony pozwalają AI „rozumieć” wycinki mapy mające pewien sens strategiczny (np. obszary posiadające dużą liczbę zasobów).

Podsystem GUI zawiera wszystkie klasy związane z interfejsem użytkownika. Znajdują się tu zatem m.in. MainMenuScript (używany w scenie menu głównego), CanvasScript obsługujący tzw. *Canvas* (mechanizm *Unity* do układania GUI), licznik zasobów (ResourceCounter), wizualizacje statusów zaznaczonych elementów mapy (StatusDisplayDrawer), przyciski akcji rozkazów (OrderActionButtton), obsługa ich skrótów klawiszowych, wyświetlanie dymków pomocy.

Ostatnim modułem jest moduł narzędziowy. Zawiera on bardzo różne narzędzia pomocnicze: często używane typy które mogłyby istnieć w oderwaniu od projektu (np. IVector2, SquareBounds, BinaryHeap) albo statyczne klasy z metodami rozszerzającymi (tzw. *extension methods*) do innych typów (np. UnityExtensions, EnumerableExtensions, DotNetExtensions).

Rozdział ten nie opisuje wszystkich powyższych podsystemów w szczegółach — zajęłoby to zbyt obszerną część pracy. Dlatego niektóre z nich pominięto, by móc skupić się na najważniejszych elementach projektu.

## 3.1 Opis najważniejszych elementów biblioteki *Unity*

Prototyp stworzony został przy pomocy silnika *Unity*, co wiązało się z niejednokrotnym korzystaniem z jego API w programie. Aby więc móc zrozumieć kod prototypu, trzeba wpierw rozumieć działanie *Unity*.

*Unity* w wygodny sposób zarządza tworzoną grą. Silnik oddaje nam do dyspozycji edytor, w którym programista może zarządzać tzw. sceną gry. Scena jest kontenerem na obecnie znajdujące się w grze obiekty. Tylko jedna scena naraz może być wczytana.

Należy podkreślić rozróżnienie dwóch podobnych pojęć: obiektu oraz obiektu gry. Za każdym razem gdy poniżej napisane jest „obiekt”, oznacza to instancję klasy C#. Natomiast „obiekt gry” wyjaśniony jest w następnym akapicie.

W najczystszej postaci obiekt gry jest punktem materialnym z niewielką funkcjonalnością. Może on zostać stworzony (do czego służy funkcja GameObject.Instantiate()), zniszczony (GameObject.Destroy()), a do tego posiada aktualną transformację (obiekt klasy Transform): translację, rotację i skalę przedstawione w panelu *Inspector* jako trójwymiarowe wektory. Dla rotacji pokazane są jej kąty Eulera (i to nimi można zarządzać z poziomu edytora), ale *Unity* przechowuje ją w postaci kwaternionu. Oprócz tego obiekty gry mogą zostać ułożone wobec siebie w relacji rodzic-dziecko (o czym informację również trzyma Transform) — co sprawia, że transformacja rodzica staje się bazą dla dziecka. W ten sposób można tworzyć całe hierarchie obiektów gry, których strukturę pokazuje panel *Hierarchy*. Dla tych obiektów gry *Unity* automatycznie zarządza pętlą gry, jednak aby miało to znaczenie, należy rozszerzyć im funkcjonalność.

Funkcjonalność obiektów gry rozszerza się za pomocą komponentów (obiekt klasy Component). Mają one bardzo różnorodne zastosowania — służą między innymi do: przypisania siatki do obiektu gry, nałożenia na nią materiału i tekstury, detekcji kolizji, symulowania fizyki bryły sztywnej, rzucania światła, pełnienia funkcji kamery, odtwarzania lub nasłuchiwania dźwięków, emitowania efektów cząsteczkowych, wykonywania własnej obsługi obiektu gry w postaci skryptu. Dla każdej funkcji istnieje osobny komponent. Wszystkie przypisane do obiektu gry komponenty wyświetlają się w panelu Inspector, poniżej części Transform (notabene: Transform również jest komponentem, jednak wpisanym w każdy obiekt gry na stałe). Tam to możliwa jest konfiguracja komponentów. Najważniejszym i najbardziej wykorzystywanym przez prototyp **MechWars** komponentem jest skrypt C#.

Skrypty pozwalają w rozległy sposób modyfikować zachowanie obiektu gry. By to było możliwe muszą one spełniać pewną konwencję. Każdy skrypt jest klasą dziedziczącą po klasie MonoBehaviour. Może być klasą abstrakcyjną, lecz wtedy nie da się go przypisać do obiektu gry, ponieważ komponenty-skrypty są instancjami klas tych skryptów. *Unity* tworząc obiekt gry woła bezparametrowe konstruktory we wszystkich przypisanych do niego skryptach, by utworzyć ich komponenty.

Publiczne pola skryptu są rozpoznawane przez edytor — dla każdego z nich w panelu *Inspector* *Unity* tworzy odpowiednie elementy interfejsu użytkownika, pozwalające edytować wartości tych pól (nawet w trakcie działania gry). Oprócz tego istnieje kilka nazw metod, które API rozpoznaje w skrypcie. Nie są to metody wirtualne; *Unity* dostaje się do nich za pomocą refleksji. W związku z tym najczęściej tworzy się te metody w skrypcie jako prywatne. Najważniejszymi trzema metodami są: Start() (wołana raz na początku życia obiektu gry), Update() (wołana dla każdego obiektu gry raz na cykl aktualizacji pętli gry) oraz OnDestroy() (wołana tuż przed zniszczeniem obiektu gry). W tych metodach (zwłaszcza Update()) umieszcza się większą część kodu obsługującego obiekt gry. Za pomocą panelu konfiguracyjnego *Script Execution Order* w edytorze można wymusić kolejność, w jakiej uruchamiane są powyższe metody na różnych klasach (np. Start() klasy A zostanie zawołany wcześniej, niż Start() klasy B).

Wewnątrz metod skryptu można uzyskać dostęp m.in. do: kroku czasowego obecnego cyklu (Time.deltaTime), obiektu reprezentującego obiekt gry (this.gameObject), obiektu jego transformacji (this.transform), innych komponentów znajdujących się na tym obiekcie gry (this.GetComponent<T>()). Można również w wypadku nieprawidłowego przebiegu kodu bezpiecznie generować wyjątki — *Unity* przechwytuje je i wyświetla w konsoli nie przerywając działania gry.

Ostatnią kwestią do poruszenia w związku z *Unity* są tzw. prefaby. Prefab jest zapisanym w projekcie *Unity* obiektem gry — skopiowanym wprost ze sceny (ang. *prefabricated*). Prefab zawiera wszystkie informacje (położenie, hierarchia, komponenty i wartości ich parametrów), jakie zawierał obiekt gry w momencie jego zapisywania. Funkcjonalność ta daje rozległe możliwości. Podstawowym przypadkiem użycia prefabu jest stworzenie szablonu do obiektu gry, który może być potem powielany na scenie. Można jednak wykorzystać je również do zapisania parametrów konfigurujących różne aspekty gry. Wiedząc, że *Unity* tworzy pole interfejsu w panelu *Inspector* dla każdego publicznego pola w skrypcie, można stworzyć publiczne pole typu *GameObject* — a następnie za pomocą *drag&drop* przypisać mu w interfejsie obiekt gry. Ów obiekt gry może być również prefabem, który z kolei może mieć własny skrypt z publicznymi polami wypełnionymi danymi, albo nawet przypisanymi jeszcze innymi obiektami gry (lub prefabami). Możliwości takiego zagnieżdżenia są nieograniczone. Sposób ten jest kompleksowo wykorzystywany w prototypie m.in. przy konfiguracji drzewka technologicznego oraz akcji rozkazów.

## 3.2 Obiekty globalne

Moduł ten składa się z klas ogólnego zastosowania, których obiekty w większości przypadków istnieją w tylko jednej kopii, lub nawet nie — w przypadku klas statycznych. Można tu wydzielić 5 kategorii:

* Singleton Globals,
* Obiekty gracza i armii,
* Obiekty środowiska,
* Obiekty konfiguracyjne,
* Klasy ze stałymi.

### 3.2.1 Singleton Globals

Globals jest jedną z ważniejszych klas w projekcie. Klasa dziedziczy po MonoBehaviour, by można było jej skrypt umieścić na obiekcie gry — dzięki temu *Unity* automatycznie utworzy obiekt Globals. W grze może istnieć tylko jedna instancja tego skryptu (jako konwencja — nie jest to wymuszone). Globals luźno korzysta ze wzorca singleton: posiada statyczną właściwość Instance zwracającą obiekt tej klasy. **[źródło do singleton]** Właściwość ta co prawda nie konstruuje obiektu, lecz za pierwszym do niej odwołaniem wyszukuje go na scenie i zapisuje do prywatnego pola statycznego. Dzięki temu mechanizmowi dostęp do obiektu Globals jest zapewniony z dowolnego miejsca w kodzie.

Dostęp ten jest istotny, ponieważ w klasie Globals znajduje się kilka publicznych pól z parametrami (możliwymi do ustawienia w *Inspectorze*), a na klasie — duża liczba statycznych właściwości do pobierania innych komponentów-skryptów z obiektu gry *Globals*. Są to m.in. takie skrypty jak: MapSettings, Map, Textures, Prefabs, WallNeighbourhoodDictionary. Można się też dostać do instancji ShapeDatabase i LOSShapeDatabase — które nie są skryptami Unity, ale istnieją na obiekcie Globals.

Klasa Globals ułatwia dostęp do obiektów Spectator oraz — jeśli Spectator ma je przypisane — Player oraz Army. Udostępnia także listę armii biorących udział w rozgrywce. Posiada właściwości do pobrania obiektu gry posiadającego główną kamerę i skrypt GLRenderer (do którego delegowane są zadania renderowania linii — wykorzystane w wizualizacji zaznaczonych jednostek i HoverBoxa).

Wreszcie, Globals posiada metody Start() oraz OnDestroy() — przede wszystkim do obsługi informacji o tym, czy obiekt gry *Globals* w danej chwili istnieje (statyczna właściwość Destroyed). Wewnątrz Start() znajduje się też kilka instrukcji związanych z debugowaniem (m.in. utworzenie pliku będącego logiem wiadomości przesyłanych między agentami AI).

Należy zaznaczyć, że sporo komponentów obiektu gry *Globals* nie należy do podsystemu obiektów globalnych, gdyż mają pewne wyspecjalizowane funkcje.

### 3.2.2 Obiekty gracza i armii

W skład tej kategorii wchodzą 3 klasy: Spectator, Player oraz Army. Obiekt klasy Spectator istnieje tylko w pojedynczym egzemplarzu, podczas gdy obiektów Player i Army może być kilka — obecnie jednak prototyp jest zaprogramowany na pracę z maksymalnie dwoma. Każda z tych klas dziedziczy po MonoBehaviour — skrypty będące ich instancjami są przypisane do obiektów gry odpowiedzialnych za armie, graczy oraz „widza” (Spectator).

Obiekt Army reprezentuje armię (stronę konfliktu w rozgrywce) i zawiera wszystkie niezbędne informacje z nią związane: zbiór jej jednostek, zbiór jej budynków, obiekt TechnologyController (zarządzający rozwojem jej technologii), liczbę aktualnie posiadanych zasobów oraz obiekt VisibilityTable (gromadzący dane o widzialności pól mapy). Oprócz tego w trzech obiektach QuadTree[[10]](#footnote-10) przetrzymuje widoczne przez nią na mapie zasoby, własne elementy mapy i wrogie elementy mapy. Jedyne publiczne metody tej klasy: AddMapElement() oraz RemoveMapElement() pozwalają na zarządzanie zbiorami jednostek i budynków. W prototypie są umieszczone dwa obiekty gry posiadające skrypt Army — dwie przeciwne sobie strony konfliktu.

Obiekt Player reprezentuje w prototypie gracza. Mowa tu o graczu w podejściu ogólnym — zarówno sterowanego przez człowieka, jak i przez sztuczną inteligencję. Klasa Player jest bardzo niewielka — jej jedyną składową jest publiczne pole Army. W ten sposób armia może zostać poprzez Inspector przypisana do gracza — w efekcie staje się ona jego armią.

Na podobnej zasadzie (dzięki kompozycji) obiekt Player przypisany jest do jego sterowania. Spectator — „widz” — jest jednym z obiektów, które mogą sterować graczem. Klasa Spectator jest również prosta (choć nie tak prosta jak Player). Posiada publiczne pole typu Player, oraz publiczną właściwość InputController — obiekt ten wykonuje niemal wszystkie zadania potrzebne do sterowania graczem i armią przez gracza-człowieka. W metodzie Update() Spectator wywołuje metodę InputController.Update() (ponieważ InputController nie jest skryptem, więc *Unity* samo nie wywoła aktualizacji). Należy podkreślić, że Spectator nie musi mieć wcale przypisanego gracza i wciąż będzie zapewniał ograniczone sterowanie grą. W tym trybie nadal można obsługiwać kamerę, obserwować poczynania armii, zaznaczać jej jednostki i podglądać ich status. Nie można natomiast wydawać żadnych rozkazów — a zatem wpływać na poczynania którejkolwiek z armii.

### 3.2.3 Obiekty środowiska

Docelowo w tej kategorii miało się znaleźć więcej klas jednak jest tu tylko jedna — DayAndNight. Jest skryptem MonoBehaviour, gdyż potrzebuje skorzystać z metody Update(). Wewnątrz znajdują się:

* lista GameObject zawierającą dwa obiekty gry — światła imitujące księżyc oraz słońce przemieszczające się dookoła sceny,
* pole cycleTime, które przechowuje informację ile czasu trwa jeden cykl obrotu świateł,
* metoda Update()*,* która aktualizuje obroty świateł.

Wewnątrz metody znajduje się warunek obsługujący sytuację, w której wartość cycleTime jest równa 0 (wtedy 0 jest traktowane jak 1). Gdyby nie to, program wygenerowałby wyjątek dzielenia przez 0, gdyż prędkość obrotu jest obliczana poprzez odwrotność okresu. Na końcu metody Update() znajduje się pętla, która odpowiada za ustawienie każdemu światłu kierunku padania oraz obrotu względem środka układu współrzędnych.

Fragment kodu : Ciało klasy DayAndNight

public class DayAndNight : MonoBehaviour

{

public List<GameObject> lights;

public float cycleTime;

void Update()

{

var minutes = cycleTime;

if (minutes == 0) minutes = 1;

float seconds = minutes \* 360;

float speed = 360 / seconds;

foreach (var light in lights)

{

var transform = light.transform;

transform.RotateAround(

Vector3.zero, Vector3.right, speed \* Time.deltaTime);

transform.LookAt(Vector3.zero);

}

}

}

### 3.2.4 Obiekty konfiguracyjne

W tej kategorii mieszczą się dwie klasy mające tylko po jednej instancji — skrypty MonoBehaviour przypisane do obiektu gry *Globals*.

Klasa Prefabs zawiera publiczne pola typu GameObject, do których przypisane są prefaby do instancjonowania na scenie (zasoby, marker do minimapy oraz zasięg budowania). Dzięki nałożonemu na te pola atrybutowi PrefabTypeAttribute można przy pomocy metody GetPrefabByType() otrzymać listę prefabów o danym typie (wyrażonym jako enum PrefabType). Następnie z tej listy można pobrać losowy prefab danego typu — np. losowy zasób. Wykorzystywane jest to w momencie gdy niszczona jest jednostka lub budynek i zamieniane są one na zasoby.

Drugą klasą o charakterze konfiguracyjnym jest Textures. Znajdują się na niej jedynie publiczne pola typów Texture oraz Sprite – tekstury wykorzystywane z poziomu skryptów przy tworzeniu GUI (pasków życia elementów mapy oraz markerów na minimapie).

Obie klasy zapewniają konfigurację jedynie na bardzo ogólnym poziomie. Są jednak potrzebne, ponieważ obiekty zapewniane przez ich skrypty muszą być dostępne z poziomu kodu. Dlatego, jako komponenty *Unity*, są przypisane do obiektu gry *Globals*.

### 3.2.5 Klasy ze stałymi

Do tej kategorii należą dwie klasy statyczne: Tag oraz Layer. Obie zawierają zestaw publicznych stałych typu string z nazwami tagów oraz warstw (dwóch mechanizmów kategoryzowania obiektów gry przez *Unity*).

## 3.3 Podsystem elementów mapy

Elementy mapy to na tyle rozległy podsystem, że nie sposób go tu opisać dokładnie w całości. Szczegółowo omówiono więc tylko wybrane fragmenty modułu.

Klasa MapElement będąca skryptem MonoBehaviour jest tu głównym typem. Po tej klasie dziedziczą trzy następne uzupełniające jej funkcjonalność: Unit, Building oraz Resource(które poprzez dziedziczenie również są skryptami). Każdy obiekt gry znajdujący się na planszy jako jednostka, zasób, budynek bądź przeszkoda ma przypisany odpowiedni z tych skryptów. Ponieważ zarówno jednostka jak i budynek potrafią wykonywać rozkazy, obsługę rozkazów finalnie zdecydowano się umieścić w klasie MapElement*.* To, czy określony rodzaj elementu mapy potrafi wykonać dany rozkaz, nie zależy zatem od jego klasy (*ergo* od dziedziczenia), tylko od konfiguracji — czyli tego, jakie ma przypisane akcje rozkazów. Rozdział ten opisuje więc też obie klasy abstrakcyjne za to odpowiedzialne — Order i OrderAction — oraz ich przykładowe implementacje. Dodatkowo omówione są pobieżnie statystyki, technologie i zarządzanie nimi oraz mechanizm ustalania sąsiedztwa murów.

### 3.3.1 Implementacja elementu mapy

Klasa MapElement ma niezwykle rozległą funkcjonalność. Musi ona wykonywać wszystkie zadania związane z obsługą elementów mapy, oraz zawierać wszelkie potrzebne do tego informacje. MapElement zawiera więc sporo publicznych pól (ustawialnych w panelu *Inspector*).

Pole mapElementName typu string jest nazwą określającą rodzaj elementu mapy (jest wspólna dla elementów jednego rodzaju i różna dla każdego z rodzajów — np. każdy czołg ma tu ustawione "Tank"). Pole id to generowany automatycznie int unikalny dla każdego elementu mapy znajdującego się na scenie.

Armia, do której należy element jest trzymana we właściwości Army. Przy jej zmianie MapElement wypisuje się ze zbioru jednostek lub budynków starej armii a wpisuje do zbioru w nowej.

public string mapElementName;

public int id;

public Army Army { get; private set; }

public TextAsset shapeFile;

public TextAsset statsFile;

public List<GameObject> aims;

public AttackHead attackHead;

public List<OrderAction> orderActions;

Fragment kodu : Wybrane publiczne pola klasy MapElement

Publiczne pola shapeFile i statsFile typu TextAsset służą do przypisania plików tekstowych z informacjami na temat kształtu elementu (np. budynku) oraz jego statystyk. Na ich bazie tworzone są później obiekty MapElementShape oraz Stats.

Lista aims obiektów GameObject to lista celów obieranych przez pociski wystrzeliwywane w kierunku elementu mapy przez jego wrogów. W momencie wykonywania ataku wybierany jest najbliższy z celów i pocisk leci do jego pozycji.

Pole attackHead trzyma referencję na obiekt będący osobno obracającą się głowicą jednostki/budynku, która może atakować. Korzystają z niego czołg, wieżyczka obronna (mają obrotową lufę) oraz mobilna wyrzutnia rakiet (ma obrotową prowadnicę).

Fragment kodu : Właściwości klasy MapElement związane ze statystykami, kształtem i transformacją

public Stats Stats { get; private set; }

public MapElementShape Shape { get { return Globals.ShapeDatabase[this]; } }

public Vector2 Coords

{

get { return new Vector2(transform.position.x, transform.position.z); }

set

{

var pos = transform.position;

pos.x = value.x;

pos.z = value.y;

transform.position = pos;

}

}

public IEnumerable<IVector2> AllCoords

{

get

{

if (Shape == null) yield return Coords.Round();

else

{

var list = new List<IVector2>();

int xFrom = Mathf.RoundToInt(Coords.x + Shape.DeltaXNeg);

int xTo = Mathf.RoundToInt(Coords.x + Shape.DeltaXPos);

int yFrom = Mathf.RoundToInt(Coords.y + Shape.DeltaYNeg);

int yTo = Mathf.RoundToInt(Coords.y + Shape.DeltaYPos);

for (int x = xFrom, i = 0; x <= xTo; x++, i++)

for (int y = yFrom, j = 0; y <= yTo; y++, j++)

if (Shape[i, j])

yield return new IVector2(x, y);

}

}

}

public float Rotation

{

get { return transform.rotation.eulerAngles.y; }

set

{

var ea = transform.rotation.eulerAngles;

ea.y = value;

transform.rotation = Quaternion.Euler(ea);

}

}

Publiczna lista obiektów OrderAction definiuje jakie rozkazy można wydać elementowi mapy. Dla każdego prefabu elementu mapy jest ona skonfigurowana w panelu *Inspector*. Każda przypisana akcja rozkazu umożliwia wydanie jednego rodzaju rozkazu.

Oprócz publicznych pól MapElement posiada też dużą liczbę właściwości. Stats trzyma statystyki elementu mapy. Shape pobiera jego kształt z ShapeDatabase. Coords pośredniczy w pobieraniu i ustawianiu pozycji — która nie musi być całkowita (np. jeśli jednostka jest w trakcie ruchu). Właściwość AllCoords zwraca kolekcję współrzędnych wszystkich pól zajmowanych przez MapElement. Rotation służy do pobierania i ustawiania obrotu elementu mapy wokół osi Y (pionowej).

Właściwości LifeValue, Dying i Alive służą kontrolowaniu czasu życia elementu mapy. LifeValue zwraca albo wartość statystyki „Hit points”, albo pozostałe jednostki zasobu (tylko w obiektach Resource). Gdy LifeValue wyniesie 0, metoda UpdateDying() ustawia Dying na **true** i nakazuje się przerwać wszystkim rozkazom. Ponieważ niektóre rozkazy nie mogą zostać przerwane natychmiast (np. pojedynczy ruch), MapElement może być „umierający” przez kilka cykli pętli gry. Gdy wszystkie rozkazy się zakończą, metoda UpdateAlive() ustawia Alive na **false**. Dying i Alive mają publiczne gettery, więc każdy obiekt może sprawdzać, czy dany element mapy jest „umierający”. Ustawienie Alive powoduje uruchomienie metody *OnLifeEnd()*, która finalizuje MapElement i niszczy jego obiekt gry. Wszyscy, którzy nasłuchują na zdarzeniu LifeEnding, zostają powiadomieni o tym, że MapElement ulega zniszczeniu i mogą na to zareagować.

Rozkazy MapElement trzyma na obiekcie klasy OrderQueue. Obiekt ten zawiaduje w całości kolejnością wykonywania rozkazów, które się na nim zakolejkuje. Udostępnia metody by rozkaz wydać (zakolejkować) lub anulować (usunąć, także poza kolejką). Można mu również ustawić domyślny rozkaz, który wykonywany jest przez MapElement, jeśli żaden inny nie został wydany. Rozkazem tym okazał się być we wszystkich przypadkach IdleOrder.

Fragment kodu : Właściwości klasy MapElement związane z kolejką rozkazów oraz definiujące możliwości elementu mapy

public OrderQueue OrderQueue { get; private set; }

public virtual bool Selectable { get { return false; } }

protected virtual bool CanAddToArmy { get { return false; } }

public virtual bool CanHaveGhosts { get { return true; } }

public virtual bool CanBeAttacked { get { return false; } }

public virtual bool CanBeEscorted { get { return false; } }

public virtual bool CanRotateItself { get { return false; } }

public bool CanAttack { get { return orderActions.Any(oa => oa.IsAttack); } }

public bool CanEscort { get { return orderActions.Any(oa => oa.IsEscort); } }

MapElement zawiera też szereg wirtualnych właściwości typu bool definiujących jego możliwości, które na różnych obiektach dziedziczących zwracają różne rezultaty. Przykładowo budynek i zasób nie mogą się obracać, więc CanRotateItself w klasach Building i Resource pozostaje takie, jak w bazowym MapElement — zwraca **false**, natomiast Unit nadpisuje tę metodę zwracając tam **true**. Jedynie CanAttack i CanEscort nie są wirtualne — zamiast tego po prostu stanowią skrót do sprawdzenia czy dany MapElement ma akcję rozkazu pozwalającą na atakowanie lub eskortę.

W klasie MapElement znajduje się kilka właściwości związanych z duchami. Należy zatem chociaż pobieżnie wyjaśnić to pojęcie. Sam pomysł duchów zaczerpnięty został z wypowiedzi twórcy systemu mgły wojny dla gry *Age of Empires*.[[11]](#footnote-11) Duch to klon elementu mapy, cechujący się ograniczoną funkcjonalnością. Powstaje dla dowolnego elementu mapy z wyjątkiem jednostki, w momencie gdy wszystkie pola, na których się znajduje, zostaną ukryte przez mgłę wojny. Duch posiada skrypt MapElement i ma skopiowane wszystkie wartości statystyk oraz wygląd — pokazuje zatem ostatni stan elementu mapy, kiedy jeszcze go było widać. W ten sposób ograniczana jest wiedza gracza o sytuacji poza polem widzenia. Na przykład gracz nie może wiedzieć, że zasób ukryty przez mgłę wojny jest właśnie zbierany przez przeciwnika. Duch jest niszczony dopiero, gdy MapElement stanie się na powrót widoczny. Każda armia widzi własne duchy, dlatego MapElement posiada słownik jego duchów, którego kluczem jest Army.

Istnienie duchów powoduje szereg problemów. Przykładem może być sytuacja, gdy zaznaczony budynek zostaje ukryty za mgłą. Należy wtedy odznaczyć oryginalny budynek i zaznaczyć jego ducha. Oprócz tego duch musi mieć możliwość być celem rozkazu (np. ataku), a jednocześnie taki rozkaz musi zmienić cel na oryginalny MapElement, gdy tylko ten zacznie być widoczny. Duchy muszą automatycznie zamieniać się z oryginalnymi elementami mapy w QuadTree trzymanych przez armie. Widać zatem, że konieczne jest, by duchy miały referencję do oryginalnych elementów mapy, choć jednocześnie powinny mieć możliwość istnieć niezależnie od nich (bo element mapy może zostać zniszczony gdy znajduje się poza polem widzenia i gracz nie może o tym wiedzieć). Podsumowując, duch musi być dla gracza nieodróżnialny od oryginalnego elementu mapy i imitować wszelakie jego zachowania. Apsekty te sprawiły, że implementacja mechanizmu duchów była niezwykle skomplikowana.

MapElement udostępnia dwie metody wirtualne chronionego dostępu: OnStart() i OnUdpate(), które są wołane w prywatnych funkcjach Start() i Update(). Dzięki temu inicjalizacja i aktualizacja może działać na dwóch poziomach dziedziczenia. Dla duchów metody te mają inne przebiegi, ale ze względu na brak miejsca nie zostaną one opisane.

protected virtual void OnStart()

{

alive = true;

if (!IsGhost)

{

id = NewId;

OrderQueue = CreateOrderQueue();

ReadStats();

if (nextArmy != null)

UpdateArmy();

UpdateDying();

UpdateAlive();

InitializeInMap();

InitializeMinimapMarker();

VisibleToSpectator = false;

VisibleToArmies = new Dictionary<Army, bool>();

foreach (var a in Globals.Armies)

VisibleToArmies[a] = false;

if (CanHaveGhosts)

{

Ghosts = new Dictionary<Army, MapElement>();

foreach (var a in Globals.Armies)

Ghosts[a] = null;

}

}

else

{

//\*\*\*\* Pominięty kod \*\*\*\*

}

}

Fragment kodu : Metoda MapElement.OnStart() dla elementu mapy nie będącego duchem

Metoda OnStart() generuje elementowi mapy id, tworzy kolejkę rozkazów, wczytuje mu z pliku statystyki i wstawia go do zbioru jednostek/budynków w armii, aktualizując przy tym tablicę widoczności (VisibilityTable). Może się okazać, że element mapy zostanie zniszczony tuż po stworzeniu, zanim jeszcze zostanie wywołana funkcja Start(), dlatego wołane są tu również UpateDying() i UpdateAlive(). Następnie InitializeInMap() rezerwuje pola w obiekcie Map, na których znajduje się MapElement, a InitializeMinimapMarker()[[12]](#footnote-12) tworzy marker widziany przez kamerę minimapy. Na końcu ustawiana jest widoczność elementu mapy (VisibleToSpectator i VisibleToArmies) oraz tworzony jest słownik duchów. Po wykonaniu tych czynności MapElement jest gotowy do działania.

Funkcja ReadStats() wczytuje statystyki z pliku zapisanego w standardzie XML. Wykorzystywana jest do tego .NETowa klasa System.Xml.XmlDocument.[[13]](#footnote-13)

MapElement zawiera szereg metod związanych ze sprawdzaniem wycinka mapy w pewnym zasięgu od elementu. Są one wykorzystywane przez rozkazy i do szybkiego przeszukiwania używają QuadTree. Np. GetClosestAimTo() pobiera jeden z celów MapElementu z listy aims — najbliższy zadanej pozycji. HasMapElementInRange() sprawdza z kolei, czy zadany element mapy znajduje się w zasięgu np. ataku. Natomiast PickClosestResourceInRange() zwraca najbliższy zasób w zasięgu widzenia (używane przez Harvestery w rozkazie HarvestOrder).

Fragment kodu : Metoda MapElement.OnUpdate() dla elementu mapy nie będącego duchem

bool firstUpdate = true;

protected virtual void OnUpdate()

{

if (!IsGhost)

{

if (Army != nextArmy)

UpdateArmy();

if (CanHaveGhosts) UpdateGhosts();

UpdateArmiesQuadTrees();

if (CanHaveGhosts) AddGhostsToQuadTrees();

VisibleToSpectator = Globals.Armies

.Where(a => a.actionsVisible)

.Any(a => AllCoords

.Any(c => a.VisibilityTable[c.X, c.Y] == Visibility.Visible));

if (CanAttack)

UpdateAttack();

if (OrderQueue.Enabled)

OrderQueue.Update();

if (firstUpdate)

foreach (var kv in VisibleToArmies)

if (kv.Value)

kv.Key.InvokeOnVisibleMapElementCreated(this);

UpdateDying();

UpdateAlive();

}

else

{

//\*\*\*\* Pominięty kod \*\*\*\*

}

firstUpdate = false;

}

Metody związane z atakiem to ReadyAttack() i MakeAttack(). Atak musi zostać najpierw przygotowany — bo przed jego wykonaniem należy wyliczyć różne parametry (jak np. kąt o jaki atakujący musi obrócić siebie bądź głowicę). Następnie może zostać uruchomiony. Naliczane zostaje wtedy opóźnienie ataku (tzw. *cooldown*), dzięki któremu jednostka wykonuje atak raz na określony czas.

W metodzie OnUpdate() wykonywanych jest kilka różnych czynności. Następuje aktualizacja armii (armia z nextArmy trafia do właściwości Army) oraz jej VisibilityTable. Aktualizowane są duchy (tworzone bądź usuwane), oraz pozycja elementu mapy w QuadTree każdej armii. Wartość właściwości VisibleToSpectator zostaje ustalona na bazie VisibilityTable armii którą steruje Spectator. Aktualizowany jest atak, jeśli został przygotowany i uruchomiony. Aktualizowana jest kolejka rozkazów (która wykonuje aktualizację rozkazu, lub uruchamia następny rozkaz, gdy dotychczasowy się zakończył). Metody UpdateDying() i UpdateAlive() wołane są na końcu, by na bieżąco zarządzać czasem życia elementu mapy.

### 3.3.2 Statystyki

Za statystyki odpowiadają przede wszystkim klasy Stat i Stats. Klasa Stats jest pośrednikiem (wzorzec projektowy *proxy*) dla słownika statystyk, w których kluczem jest ich nazwa. Obiekt klasy natomiast Stat jest pojedynczą statystyką. Posiada nazwę i referencję na posiadający ją MapElement. Cechują ją trzy właściwości: float Value reprezentująca wartość statystyki, float MaxValue wyznaczająca jej maksymalną wartość oraz bool Limited, które mówi czy statystyka korzysta z tej maksymalnej wartości. Przykładowo statystyka „Hit points” ma Limited ustawione na **true**. Posiada więc pewną maksymalną wartość i Value na początku wynosi tyle co MaxValue. Natomiast statystyka „Firepower” korzysta jedynie z właściwości Value, więc Limited ustawione ma na **false**. Jeśli Limited jest **true**, to po zmianie Value lub MaxValue, wartość Value jest zawsze poprawiana by być w przedziale od **0** do wartości *MaxValue*.

Przykład : Plik XML ze statystykami jednostki *MechMachinegun*

<Stats>

<Stat name="Movement speed" value="3" />

<Stat name="Rotation speed" value="1.5" />

<Stat name="Hit points" value="120" max\_value="120" />

<Stat name="Firepower" value="5" />

<Stat name="Attack speed" value="10" />

<Stat name="Attack range" value="3" />

<Stat name="View range" value="4" />

</Stats>

Dodatkową klasą wspierającą statystyki jest StatBonus, używana przez technologie. StatBonus jest skryptem MonoBehaviour i służy do modyfikowania statystyk bez zmiany ich fizycznych wartości. Posiada publiczne pola do konfiguracji w panelu *Inspector*. Są to m.in. MapElement określający rodzaj elementu mapy, do którego statystyk bonus się aplikuje oraz wartość *float* która mówi jaka liczba jest dodawana do lub mnożona przez wartość statystyki. Metoda ApplyTo() przyjmuje wartość float i zwraca inną, zmodyfikowaną za pomocą bonusu.

### 3.4.3 Technologie

Technologie znalazły się w tym module, gdyż mają bezpośredni związek z elementami mapy. Są odkrywane za pomocą budynków, ich odkrywanie spełnia wymagania do produkcji nowych jednostek i konstrukcji nowych budynków oraz odblokowuje bonusy do statystyk elementów mapy. Dwie klasy które odpowiadają za technologie to Technology i TechnologyController.

Technology jest skryptem MonoBehaviour. Jako publiczne pola udostępnia m.in. nazwę (string) i listę bonusów (List<StatBonus>), które można dzięki temu skonfigurować w edytorze *Unity*. Wymagania są konfigurowane w innym miejscu — w akcjach rozkazów.

Każda armia posiada jeden obiekt klasy TechnologyController, służący do składowania technologii już odkrytych oraz tych, które właśnie są w trakcie odkrywania. Zawiera on zarówno metody umożliwiające kontrolowanie tych aspektów, jak i pomocnicze funkcje pozwalające pobrać bonusy dla zadanego elementu mapy.

### 3.4.4 Rozkazy

Klasa Order i jej potomne są stworzone jako połączenie wzorców projektowych *template method* oraz *command*. Zamiast pojedynczej funkcji execute() (znanej ze zwykłego wzorca *command*), jest tu kilka chronionych wirtualnych metod do implementacji w klasach potomnych: OnStart(), OnUpdate(), LateOnUpdate()*,* OnStopping(), OnStopped(), OnFinished(), OnTerminating(). Są one w szablonowy sposób wołane przez publiczne metody Start(), Update(), Stop() i Terminate(). Wszystkie razem stanowią szkielet programu każdego rozkazu, co spełnia założenia wzorca *template method*. Jednocześnie za konstrukcję obiektów Order odpowiadają akcje rozkazów (klasa OrderAction i jej potomne), a wyżej wspomniane publiczne metody uruchamiane są przez kolejkę rozkazów OrderQueue znajdującą się na elemencie mapy. Implementacja operacji do wykonania jako obiektu, który może być tworzony w jednym miejscu, a wykorzystywany w innym oraz oddzielenie tej operacji od obiektu na którym pracuje (MapElement) spełnia więc z kolei założenia wzorca *command*.

Każdy rozkaz znajduje się w pewnym stanie (enum OrderState) — etapie jego życia. Świeżo utworzony obiekt Order ma stan BrandNew. Po wywołaniu przez OrderQueue metody Start() przechodzi do stanu Started, w którym OrderQueue woła jego metodę Update() co cykl pętli gry. Stamtąd może albo przejść do stanu Finished (jeśli rozkaz zakończył się normalnie, z wewnętrznej przyczyny), albo Stopping i następnie Stopped (gdy rozkaz jest zatrzymywany z zewnątrz przy pomocy metody Stop()). Jeśli wystąpił błąd i rozkaz trzeba natychmiast przerwać, wołana jest metoda Terminate() i rozkaz przechodzi w stan Terminated. Stany Finished, Stopped i Terminated są stanami końcowymi pozwalającymi na usunięcie rozkazu z kolejki OrderQueue.

Rysunek : Diagram stanów rozkazu
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Niektóre rozkazy nie mogą zostać zatrzymane przy pomocy metody Stop() — są to tzw. rozkazy atomowe, czyli niewielkie komendy które muszą się wykonać w całości. Przykładem takiego rozkazu jest SingleMoveOrder, który wykonuje pojedyncze przemieszczenie się jednostki z jednej kratki mapy na sąsiednią. Przerwanie tego rozkazu w trakcie jego wykonywania spowodowałoby niedopuszczalną sytuację — jednostka zatrzymałaby się pomiędzy kratkami.

O tym w jaki sposób rozkaz da się przerywać decydują wirtualne właściwości CanStop, CanFinalizeStop oraz CanFinish. Domyślnie każdy rozkaz jest atomowy (czyli CanStop zwraca **false**).

Rozkazy nie mogą samodzielnie zmieniać swojego stanu (z wyjątkiem możliwości użycia metody Stop(), ale nie powinny tego robić — jest ona do użytku zewnętrznego). Obsługa stanu znajduje się wyłącznie w bazowej klasie Order. By sterować stanem, Order udostępnia klasom potomnym mechanizm rezultatu rozkazu. Klasa OrderResult jest niewielka, zawiera tylko informację o sukcesie (bool) oraz komunikat, w przypadku błędu (string). Chronione metody Succeed(), TrySucceed(), TryFail() oraz TryResolve() służą do ustawienia właściwości trzymającej rezultat. Funkcje szkieletowe (Start(), Update()) sprawdzają, czy istnieje już rezultat i zmieniają stan odnośnie do tego. Właściwości Failed, Succeeded i Conclusive zwracają **true** albo **false** na bazie rezultatu.

Fragment kodu : Główne funkcje i właściwości klasy Order

public bool Failed { get { return Conclusive && !Result.Success; } }

public bool Succeeded { get { return Conclusive && Result.Success; } }

public bool Conclusive { get { return Result != null; } }

protected virtual bool CanStop { get { return false; } }

protected virtual bool CanFinalizeStop { get { return true; } }

protected virtual bool CanFinish { get { return true; } }

public Order(MapElement mapElement)

{

MapElement = mapElement;

State = OrderState.BrandNew;

}

public void Start()

{

if (State != OrderState.BrandNew) return;

TryFail(OrderResultAsserts.AssertMapElementIsNotDying(MapElement));

if (!Failed) OnStart();

if (Failed) Terminate();

else if (State != OrderState.Stopping) State = OrderState.Started;

}

public void Update()

{

if (!CanUpdate) return;

OnUpdate();

LateOnUpdate();

if (State == OrderState.Stopping) FinalizeStop();

else if (Conclusive) Finish();

}

public bool Stop()

{

if (!(State == OrderState.BrandNew ||

State == OrderState.Started && CanStop)) return false;

State = OrderState.Stopping;

OnStopping();

return true;

}

void Finish()

{

if (!CanFinish) return;

State = OrderState.Finished;

OnFinished();

}

public void Terminate(string explicitReason = null)

{

OnTerminating();

Debug.LogError(string.Format("Order {0} of {1} terminated: {2}",

Name, MapElement, explicitReason != null ? explicitReason :

Result != null ? Result.Message : "NULL"));

State = OrderState.Terminated;

}

Klasa ComplexOrder dziedziczy po Order i rozszerza funkcjonalność zwykłego rozkazu o możliwość wykonywania pod rozkazów. Właściwie każdy rozkaz uruchamiany przez gracza jest rozkazem złożonym, a więc dziedziczy po tej klasie. Przykładowo rozkaz HarvestOrder korzysta naprzemiennie z rozkazów MoveOrder (ruch pomiędzy zasobem a rafinerią), CollectOrder (zbieranie zasobu) oraz DepositOrder (odkładanie zebranych jednostek zasobów do rafinerii).

Fragment kodu : Główne funkcje i właściwości klasy ComplexOrder

public Order SubOrder { get; private set; }

protected override bool CanStop { get { return true; } }

protected override bool CanFinalizeStop { get { return !HasSubOrder; } }

protected override bool CanFinish { get { return !HasSubOrder; } }

protected void GiveSubOrder(Order subOrder)

{

if (subOrder.State != OrderState.BrandNew)

throw new System.ArgumentException(

"State property of suborder argument must be BrandNew.");

NextSubOrder = subOrder;

if (SubOrder == null)

AdvanceSubOrders();

}

void AdvanceSubOrders()

{

SubOrder = NextSubOrder;

NextSubOrder = null;

}

protected sealed override void LateOnUpdate()

{

if (!HasSubOrder) return;

if (SubOrder.State == OrderState.BrandNew)

{

OnSubOrderStarting();

SubOrder.Start();

if (SubOrder.State == OrderState.Started)

OnSubOrderStarted();

}

if (SubOrder.State == OrderState.Started ||

SubOrder.State == OrderState.Stopping)

{

OnSubOrderUpdating();

SubOrder.Update();

OnSubOrderUpdated();

}

if (SubOrder.State == OrderState.Finished)

{

OnSubOrderFinished();

AdvanceSubOrders();

}

else if (SubOrder.State == OrderState.Stopped)

{

OnSubOrderStopped();

AdvanceSubOrders();

}

else if (SubOrder.State == OrderState.Terminated)

{

OnSubOrderTerminated();

AdvanceSubOrders();

}

}

Obiekt ComplexOrder samodzielnie trzyma referencję na aktualny i następny pod rozkaz nie korzystając z kolejki OrderQueue. Nadpisuje i pieczętuje funkcję LateOnUpdate() (słowo kluczowe sealed — następni potomkowie nie mogą nadpisać tej funkcji), w której implementuje automatyczną obsługę pod rozkazów. Udostępnia następne metody wirtualne w których rozkazy potomne mogą zareagować na zmianę stanu pod rozkazu (dalsze użycie wzorca *template method*). Poza tym zmienia też zachowanie właściwości decydujących, czy rozkaz może być zatrzymany (CanStop itd.). Dzięki zwracanym przez nie nowym wartościom,[[14]](#footnote-14) ComplexOrder nigdy nie jest atomowy (można zawołać Stop), ale nie zatrzyma się (będzie trwał w stanie Stopping), dopóki jego pod rozkaz nie zostanie zakończony. Funkcje OnStop()i OnTerminate()zostały zaś zaimplementowane w taki sposób, by powodowały zatrzymanie pod rozkazów.

### 3.4.5 Akcje rozkazów

Abstrakcyjna klasa OrderAction służy dwóm celom.

Po pierwsze, konstruując obiekty dziedziczące po Order, akcja rozkazu realizuje wzorzec projektowy *abstract factory*. Abstrakcyjna metoda CreateOrder() przyjmuje wykonawcę (MapElement) oraz parametry rozkazu (takie jak cel ataku albo ruchu), a zwraca nowo stworzony rozkaz. Dla każdej klasy rozkazu, który gracz może wydać elementowi mapy istnieje klasa akcji rozkazu, która go tworzy. Metoda CreateOrder() jest jednak chroniona. Upubliczniono za to funkcję GiveOrder(), która woła tę pierwszą, a stworzony rozkaz automatycznie kolejkuje na OrderQueue wykonawcy. Dodatkowo metoda wirtualna CanCreateOrder(), domyślnie zwracająca **true**, służy do sprawdzenia, czy wymagania do stworzenia rozkazu zostały spełnione.

public bool GiveOrder(MapElement orderExecutor,

IOrderActionArgs orderActionArgs)

{

if (orderExecutor.OrderQueue.Enabled && CanCreateOrder(orderActionArgs))

{

orderExecutor.OrderQueue.Give(

CreateOrder(orderExecutor, orderActionArgs));

return true;

}

return false;

}

protected virtual bool CanCreateOrder(IOrderActionArgs orderActionArgs)

{

return true;

}

protected abstract Order CreateOrder(MapElement orderExecutor,

IOrderActionArgs orderActionArgs);

Fragment kodu : Główne metody klasy OrderAction

Po drugie, klasa OrderAction dziedziczy po MonoBehaviour, może więc służyć do konfiguracji. W projekcie Unity zapisany jest szereg prefabów zawierających jako komponenty skrypty potomne do OrderAction. Prefaby te poustawiane są każdemu prefabowi elementu mapy na jego liście. W ten sposób skonfigurowane jest to, jakie rozkazy potrafi wykonywać każdy MapElement.

Same akcje rozkazów również mogą być konfigurowalne (sic[[15]](#footnote-15)). Dla trzech akcji rozkazów: UnitProductionOrderAction, BuildingConstructionOrderAction, oraz TechnologyDevelopmentOrderAction istnieje szereg prefabów ustawionych w różny sposób. Przykładowo komponentowi UnitProductionOrderAction przypisać można prefab jednostki, która jest tworzona, koszt i czas trwania produkcji oraz wymagania: listę budynków, które muszą być wybudowane i listę technologii, które muszą być zbadane.

### 3.4.6 Sąsiedztwo murów

**[Część Natalii]**

## 3.3 Podsystem mapy

Podsystem mapy jest stosunkowo niewielki – zawiera 4 klasy umieszczone w *namespace* Mapping. Są to: MapSettings, Map, QuadTree oraz QuadTreeMapElement.

### 3.3.1 Klasy mapy

MapSettings to niewielki skrypt MonoBehaviour znajdujący się jako komponent na obiekcie gry *Globals*. Posiada kilka publicznych pól: rozmiar mapy (musi być potęgą dwójki), listę graczy, listę obiektów gry — armii, oraz obiekt gry *Spectator*. Pola te należy wypełnić w edytorze — zwłaszcza musi być ustawiony *Spectator*. Jeśli rozmiar mapy nie jest potęgą dwójki lub *Spectator* nie jest ustawiony, skrypt MapSettings w swojej metodzie Start(), generuje stosowny wyjątek.

Najistotniejszym obiektem w tym podsystemie jest obiekt klasy Map. Tak jak MapSettings, jest on skryptem MonoBehaviour i komponentem obiektu gry *Globals*. Ponieważ plansza gry podzielona jest na kratki, jej obiekt przechowuje rezerwacje elementów mapy w postaci dwuwymiarowej tablicy. Obiekty MapElement znajdują się tam na odpowiednich współrzędnych — czasem na kilku, jeśli zajmują więcej niż jedno pole. Obiekt Map posiada też słownik, który ma odwrotną zależność: dla klucza MapElement trzyma listę jego pozycji. Mapa śledzi też położenia duchów w dwóch analogicznych strukturach danych. Poza tym publiczne właściwości umożliwiają pobranie rozmiaru mapy, listy pozycji elementu mapy, albo jego ducha (ze słownika) tudzież elementu mapy, lub ducha znajdujących się na podanej pozycji (z tablicy). Właściwość Size jest ustawiana na bazie MapSettings.Size w metodzie Start(). Mapa wystawia publiczne metody (sic[[16]](#footnote-16))IsInBounds() do sprawdzania czy dana pozycja znajduje się w granicach map,[[17]](#footnote-17) a także funkcje do: sprawdzania czy określone pole jest zajmowane przez zadany element mapy, tworzenia i zwalniania rezerwacji przez elementy mapy (MakeReservation(), ReleaseReservation()) oraz dodawania i usuwania duchów (AddGhost(), RemoveGhost()).

Fragment kodu : Najważniejsze fragmenty klasy Map

public int Size { get; private set; }

Dictionary<MapElement, List<IVector2>> reservationDictionary;

MapElement[,] reservationTable;

Dictionary<MapElement, List<IVector2>> ghostDictionary;

List<MapElement>[,] ghostsTable;

public void MakeReservation(MapElement mapElement, IVector2 coords)

{

if (mapElement == null)

throw new System.Exception("Cannot make reservation for NULL.");

if (this[coords] != null)

{

throw new System.Exception(string.Format("Reservation conflict. " +

"Coords: {0}, Old reservation: {1}, new reservation: {2}.",

coords.ToString(), this[coords].ToString(),

mapElement.ToString()));

}

this[coords] = mapElement;

List<IVector2> reservations;

reservationDictionary.TryGetValue(mapElement, out reservations);

if (reservations == null)

{

reservations = new List<IVector2>();

reservationDictionary.Add(mapElement, reservations);

}

reservations.Add(coords);

}

public void ReleaseReservation(MapElement mapElement, IVector2 coords)

{

if (mapElement == null)

throw new System.Exception("Cannot release reservation for NULL.");

if (this[coords] != mapElement)

{

var realReservation = this[coords] == null ?

"NULL" : this[coords].ToString();

throw new System.Exception(string.Format(

"Given MapElement doesn't have reservation in given coords. " +

"Coords: {0}, Real reservation: {1}, Given MapElement: {2}",

coords.ToString(), realReservation, mapElement.ToString()));

}

var reservations = reservationDictionary[mapElement];

reservations.Remove(coords);

if (reservations.Count == 0)

reservationDictionary.Remove(mapElement);

this[coords] = null;

}

Nazwa „rezerwacja” wynika z tego, że żaden element mapy nie może zajmować pola już zajętego przez inny element mapy. Jednostka jest ruchomym elementem mapy, musi więc na bieżąco aktualizować swoje położenie. W momencie gdy ma wykonać ruch z jednego pola na inne, sprawdza najpierw, czy jest ono wolne, lub zarezerwowane przez nią samą. Jeśli tak nie jest, ruch jest odwoływany. Jeśli nowe pole jest wolne, zostaje zarezerwowane, a ze starego pola rezerwacja jest zwalniana. Jeśli element mapy podejmie próbę zarezerwowania już zajętego pola, spowoduje to rzucenie wyjątku.

Metoda MakeReservation() przyjmuje MapElement (element mapy) oraz IVector2 (wektor dwóch liczb całkowitych — pozycję do zarezerwowania). Jeśli nie nastąpi konflikt rezerwacji, wstawia MapElement do zadanego miejsca tablicy. Następnie pobiera ze słownika rezerwacji listę pozycji elementu mapy i uzupełnia ją o nowe współrzędne.

Podobnie, choć odwrotnie, zachowuje się funkcja ReleaseReservation(). Jeśli MapElement faktycznie ma rezerwację w podanym miejscu, to zadana pozycja kasowana jest z jego listy współrzędnych w słowniku reservationDictionary. Następnie usuwany jest MapElement z zadanego miejsca w tablicy reservationTable.

Metod AddGhost() i ReleaseGhost() nie ma potrzeby omawiać szczegółowo, gdyż zachowują się one bardzo podobnie do funkcji MakeReservation() i ReleaseReservation(). Warto jedynie nadmienić, że duchy obowiązują luźniejsze zasady — na jednym polu może znajdować się kilka duchów (o ile są to duchy widziane przez różne armie), a także: duch może znajdować się tam, gdzie już znajduje się zwykły element mapy. Dlatego właśnie duchy umieszczone są w odrębnych strukturach danych, a ghostsTable jest tablicą **list** obiektów MapElement (podczas gdy reservationTable jest tablicą **pojedynczych** obiektów MapElement).

### 3.3.2 Klasy drzewa czwórkowego

Pozostałe dwie klasy — QuadTree i QuadTreeMapElement — współpracują ściśle ze sobą i stanowią implementację tzw. drzewa czwórkowego. Struktura ta umożliwia bardzo szybkie przeszukiwanie wycinków planszy i znalezienie wszystkich znajdujących się w nich elementów mapy. Zastosowanie drzew czwórkowych było podyktowane problemami wydajnościowymi, które zachodziły, gdy jednostki w stanie spoczynku poszukiwały wrogów w swojej okolicy.

W implementacji drzewa w postaci klasy QuadTree każdy węzeł reprezentuje pewien obszar mapy. Korzeń to cała mapa. Jeśli w danym obszarze znajduje się więcej niż jeden element mapy, obszar dzielony jest na cztery ćwiartki — stają się one węzłami drzewa, których rodzicem jest właśnie podzielony obszar. Procedura jest powtarzana dla każdego z pomniejszych obszarów dopóty, dopóki każdy obszar nie będzie zawierał maksymalnie jednego elementu mapy.

Ponieważ dwuwymiarowa przestrzeń jest dyskretna i za każdym razem dzielona na 4 (w każdym wymiarze na 2), maksymalną głębokością drzewa będzie zawsze , gdzie to rozmiar planszy (liczba całkowita). Na przykład dla zastosowanego w prototypie **MechWars** rozmiaru 64×64 najniższe węzły drzewa będą 6-tymi co do głębokości. Znacznie zmniejsza to złożoność wyszukiwania elementów mapy w prostokątnym obszarze (funkcja QueryRange()). Operacje dodawania i usuwania elementów mapy są logarytmiczne, więc również szybkie, a podział i łączenie ma wręcz złożoność stałą. Wykonywane są one jednak zdecydowanie rzadziej niż przeszukiwanie, dlatego ich wydajność nie jest tu problemem.

QuadTreeMapElement to niewielka klasa trzymająca w jednej całości referencję na MapElement oraz pozycję w QuadTree (IVector2). Ponieważ istnieją budynki które zajmują więcej niż jedno pole, może być kilka obiektów QuadTreeMapElement wskazujących na ten sam MapElement ale mających różne pozycje.

Fragment kodu : Pola klasy QuadTree

QuadTreeMapElement QuadTreeMapElement;

SquareBounds bounds;

QuadTree x0y0;

QuadTree x0y1;

QuadTree x1y0;

QuadTree x1y1;

Klasa QuadTree nie udostępnia żadnych publicznych właściwości — wszystkie jej pola i właściwości są prywatne. Drzewo jest jednocześnie traktowane jako węzeł: każdy obiekt QuadTree zawiera cztery pola typu QuadTree, reprezentujące węzły potomne. Działa to, gdyż każdy węzeł jednocześnie stanowi pod-drzewo. Oprócz tego w klasie znajdują się jeszcze dwa pola: QuadTreeMapElement w którym (jeśli drzewo jest liściem) może być trzymany element mapy z jego pozycją oraz SquareBounds — klasa pomocnicza do testowania granic kwadratowego obszaru drzewa

Trzy metody: Insert(), InsertCore() oraz Subdivide() współpracują ze sobą. Insert() jest publiczną fasadą dla rekurencyjnej metody InsertCore(). W ogólnym zarysie InsertCore() szuka najniższego węzła drzewa (czyli poddrzewa), który zawiera współrzędną podanego w argumencie elementu mapy, i wstawia go do drzewa. Jeśli liść jest już zajęty, zostaje podzielony metodą Subdivide(). Subdivide() ma stałą złożoność, gdyż wymaga zawsze utworzenia czterech obiektów i przeniesienia elementu mapy z drzewa do jednego z jego dzieci. Przebieg Insert() zależy natomiast od lokalnej głębokości drzewa, więc jej złożoność jest .

Na podobnej zasadzie działa funkcjonalność usuwania obiektów MapElement z QuadTree. Publiczna metoda Remove() jest opakowaniem prywatnej, rekurencyjnej funkcji RemoveCore(), która poszukuje liścia zawierającego MapElement do usunięcia. Czasami gdy MapElement zostanie usunięty, należy jeszcze dostosować drzewo by spełniało reguły QuadTree — czyli połączyć dzieci metodą TryUnsubdivide().Metoda ta sprawdza, czy wszystkie dzieci QuadTree są liśćmi i dokładnie jedno z nich trzyma QuadTreeMapElement. Jeśli tak jest, QuadTreeMapElement z niepustego dziecka przenoszony jest do rodzica, a następnie wszystkie dzieci są usuwane. Widać, że złożoności tych operacji są analogiczne do złożoności przy dodawaniu: Remove() wykonuje się w czasie logarytmicznym, a TryUnsubdivde() — w stałym.

Ostatnią metodą QuadTree do opisania jest QueryRange(). Funkcja ta znajduje wszystkie obiekty MapElement znajdujące się w QuadTree w zadanym prostokątnym obszarze. QueryRange() również działa rekurencyjnie. Schodzi aż do wszystkich liści, których obszar przecina ten podany w argumencie. Niepuste liście zwracają jednoelementowe listy, a węzły na coraz wyższych poziomach łączą je w swoich listach. Na koniec metoda zwraca wypełnioną listę obiektów QuadTreeMapElement z całego wycinka drzewa.

public List<QuadTreeMapElement> QueryRange(IRectangleBounds range)

{

var mapElements = new List<QuadTreeMapElement>();

if (!bounds.IntersectsOther(range))

return mapElements;

if (QuadTreeMapElement != null &&

range.ContainsPoint(QuadTreeMapElement.Coords))

mapElements.Add(QuadTreeMapElement);

if (!HasChildren)

return mapElements;

mapElements.AddRange(x0y0.QueryRange(range));

mapElements.AddRange(x0y1.QueryRange(range));

mapElements.AddRange(x1y0.QueryRange(range));

mapElements.AddRange(x1y1.QueryRange(range));

return mapElements;

}

Fragment kodu : Metoda QuadTree.QueryRange()

Złożoność czasowa operacji QueryRange() jest bardziej skomplikowana. Zależy ona od wielu czynników, m.in. rozkładu danych w drzewie, a także rozmiaru i położenia prostokątnego obszaru do przeszukania. Trudno jest wyliczyć złożoność średnią, ale można ocenić złożoność maksymalną. Niech będzie liczbą elementów mapy w drzewie, a jego głębokością. Najszersze (o obszarze całej mapy) zwróci oczywiście wszystkie elementy, więc jego złożoność to . Najwęższe zapytanie z kolei będzie musiało przejść od korzenia do dokładnie jednego liścia, stąd . W połączeniu daje nam to złożoność .

## 3.5 Podsystem mgły wojny

Pomysł na działanie mgły wojny został zaczerpnięty z książki *Perełki programowania gier*.[[18]](#footnote-18) Zarządzaniem informacją o kształcie mgły wojny zajmuje się klasa VisibilityTable. Każda armia ma własną tablicę widzialności[[19]](#footnote-19). Jest to obiekt zawierający dwie dwuwymiarowe tablice odwzorowujące rozmiarem planszę gry. Dla każdego pola gry w tablicy bool[,] fieldsUncovered znajduje się informacja, czy dane pole w ogóle zostało odkryte przez armię. Z kolei tablica int[,] fieldsSeenByUnits trzyma dla każdego pola liczbę jednostek, która je widzi. Odkryte pola, dla których liczba ta jest równa zeru, znajdują się we mgle wojny — nie widać na nich jednostek, a zamiast budynków i zasobów widać ich duchy[[20]](#footnote-20).

W VisibilityTable znajdują się metody IncreaseVisibility() i DecreaseVisibility(). Służą do inkrementacji i dekrementacji tablicy fieldsSeenByUnits przez MapElementy. Przykładowo gdy jednostka się porusza, dekrementuje pola tablicy w swoim zasięgu widzenia względem do starego położenia, a następnie inkrementuje te względem nowego. By uniknąć kosztownego wyliczania pól znajdujących się wewnątrz okręgu pola widzenia wyznaczanego przez statystykę „View range” (będącą promieniem okręgu), tablica widzialności korzysta z obiektu LOSShapeDatabase, który w leniwy sposób generuje kształty pola widzenia (w książce zwane „szablonami linii widoczności”) dla różnych promieni (po stworzeniu trzyma kształt i następnym razem po prostu go zwraca). Funkcje te uruchamiają też zdarzenie VisibilityChanged, na którym nasłuchuje sztuczna inteligencja by móc aktualizować swą wiedzę.

Tablica widzialności posiada też właściwość-indeksator zwracającą wygodną w użyciu wartość enuma Visibility — przyjmuje on wartości Unknown, Fogged oraz Visible. Elementy mapy sprawdzają wartość tej właściwości, gdy określają to, czy je widać. Wpływa to zarówno na faktyczne renderowanie elementu mapy, jak i na jego obecność w QuadTree armii. Informacja o widzialności ma również związek z decyzją o tworzeniu lub niszczeniu duchów oraz wiedzą AI.

Graficzny efekt mgły wojny jest renderowany na bazie VisibilityTable. Skrypt VisualFog (dziedziczący po MonoBehaviour) generuje w locie teksturę o wymiarach takich jak plansza, gdzie jeden piksel odpowiada jednemu polu. Piksele są czarne, ale różnią się składową alpha. Dla pól nieodkrytych są całkowicie czarne, pola we mgle są półprzezroczyste a widzialne — całkowicie przezroczyste. Tekstura ta nakładana jest następnie na płaszczyznę zasłaniającą planszę, stanowiąc coś w rodzaju filtru koloru dla tego, co widzi kamera. Dzięki użyciu warstw w *Unity* mgła zasłania jedynie podłoże, nie przykrywając żadnych elementów mapy. Klasa MinimapFog kopiuje teksturę z VisualFog i nakłada ją na własną płaszczyznę widoczną przez kamerę minimapy.[[21]](#footnote-21)

bool[,] fieldsUncovered;

int[,] fieldsSeenByUnits;

void IncreaseVisibilityOfTile(int x, int y)

{

if (x < 0 || Size <= x || y < 0 || Size <= y) return;

bool justUncovered = !fieldsUncovered[x, y];

fieldsUncovered[x, y] = true;

fieldsSeenByUnits[x, y]++;

if (VisibilityChanged != null)

if (justUncovered) VisibilityChanged(new IVector2(x, y),

Visibility.Unknown, Visibility.Visible);

else VisibilityChanged(new IVector2(x, y),

Visibility.Fogged, Visibility.Visible);

}

public void IncreaseVisibility(MapElement mapElement, float x, float y)

{

var meShape = mapElement.Shape;

var radiusStat = mapElement.Stats[StatNames.ViewRange];

if (radiusStat == null) return;

var radius = radiusStat.Value;

var losShape = Globals.LOSShapeDatabase[radius, meShape];

IncreaseVisibility(x, y, losShape);

}

void DecreaseVisibilityOfTile(int x, int y)

{

if (x < 0 || Size <= x || y < 0 || Size <= y) return;

fieldsSeenByUnits[x, y]--;

if (VisibilityChanged != null && fieldsSeenByUnits[x, y] == 0)

VisibilityChanged(new IVector2(x, y),

Visibility.Visible, Visibility.Fogged);

}

public void DecreaseVisibility(MapElement mapElement, float x, float y)

{

var meShape = mapElement.Shape;

var radiusStat = mapElement.Stats[StatNames.ViewRange];

if (radiusStat == null) return;

var radius = radiusStat.Value;

var losShape = Globals.LOSShapeDatabase[radius, meShape];

DecreaseVisibility(x, y, losShape);

}

Fragment kodu : Wybrane składowe klasy VisibilityTable

## 3.6 Podsystem poszukiwania ścieżek

Podsystem ten został stworzony w ogólny sposób, tak by można było zaimplementować dowolny algorytm na szukanie ścieżek. Interfejs IPathdfinder wystawia fukcję FindPath(), którą każda klasa poszukująca ścieżek musi posiadać. Przyjmuje ona punkt startowy, punkt docelowy oraz MapElement, który szuka ścieżki Jednak istnieje w projekcie tylko jedna klasa implementująca ten interfejs — jest to AStarPathfinder.

AStarPathfinder jest realizacją popularnego algorytmu A\*, będącego rozszerzeniem algorytmu Edsgera Dijkstry do wyszukiwania ścieżki w grafie. A\* uzyskuje lepszą wydajność poprzez użycie heurystyki. AStarPathfinder traktuje planszę jako graf, gdzie każde pole jest węzłem posiadającym ośmiu sąsiadów — pola sąsiednie. Odległość wyznaczana jest geometrycznie: między polami sąsiadującymi bokiem wynosi , a po przekątnej — . Graf generowany jest na bieżąco — algorytm tworzy węzeł dla pola, dopiero gdy potrzebuje go odwiedzić. Jeśli docelowe pole jest zajęte lub nieosiągalne, algorytm zwraca ścieżkę do osiągalnego pola najbliższego celowi. Użytą w algorytmie heurystyką jest euklidesowa odległość do punktu docelowego pomnożona przez 5.

Przeszacowanie odległości pozwala poprawić czas wykonywania algorytmu (mniej węzłów zostaje odwiedzonych), choć sprawia, że algorytm nie gwarantuje już najkrótszej ścieżki. Jest to tak zwana ograniczona relaksacja heurystyki. Liczba stanowi ograniczenie relaksacji gwarantujące, że rozwiązanie nie będzie gorsze niż najlepsze rozwiązanie pomnożone przez. Heurystyka taka to heurystyka dopuszczalna. Istnieje kilka dopuszczalnych odmian algorytmu A\*. Wybraną przez nas jest odmianą jest A\* statycznie ważony. W tej odmianie stanowi wagę przez którą mnoży się wartość heurystyki.[[22]](#footnote-22) U nas wynosi zatem 5. Wartość tę dobrano eksperymentalnie, jako taką, która wystarczająco poprawia wydajność jednocześnie nie zmniejszając skuteczności algorytmu w widocznym stopniu.

## 3.7 Podsystem GUI

[część Natalii]

* przypisanie przycisków do funkcji,
* hotkeye
* zależność w procesie tworzenia/produkcji/technologii pomiędzy budynkami
* minimapa

### 3.7.X Wygląd minimapy

Minimapa to miniaturowy obraz, który pokazuje świat gry lub jego część. Jest ona zazwyczaj ortograficznym rzutem z kamery od góry. Dzięki niej gracz może w łatwy sposób zorientować się w położeniu ważnych elementów w przestrzeni świata gry. W związku z ograniczoną wielkością na ekranie gracza pokazuje ona najważniejsze strategiczne elementy, takie jak budynki czy jednostki, które są oznaczone kolorowymi symbolami. Dodatkowo bardzo często na minimapach pokazywana jest mgła wojny.[[23]](#footnote-23)

**[screen interfejsu z minimapa, na ktorej widac wybudowane budynki i pare jednostek]**

W naszym prototypie minimapa jest teksturą renderowaną w czasie rzeczywistym z ortograficznej kamery, znajdującej się nad sceną. Generowany przez nią co klatkę obraz jest zapisywany w projekcie *Unity* jako tekstura MinimapRenderTexture. Ta następnie nakładana jest na element GUI, aby ją móc wyświetić.

Bardzo istotną rzeczą przy jej tworzeniu był fakt, żeby widać na niej było tylko konkretne obiekty gry. W *Unity* można to osiągnąć ustawiając pożądane obiekty gry na odpowiednich warstwach sceny i określając które z tych warstw mają być renderowane przez kamerę. W naszym przypadku chcemy rennderować:

* planszę gry,
* symbole strategicznych elementów – tzw. markery [propozycja],
* mgłę wojny.

~~W celu uniknięcia renderowania przez kamerę modeli trójwymiarowych~~ Nieprawda, to robią już za nas warstwy~~, został napisany skrypt,~~ nie, bo tylko jedna funkcja wewnątrz dużego skryptu MapElement ~~który nie tylko sprawdza, czy dany komponent~~ nie komponent. Komponenty t są w *Inspectorze* po prawej. „Elementy mapy”, lub „obiekty MapElement”, to to, o co Ci chodzi. Przeczytaj moją część pracy, naucz się nomenklatury, byś takich byków nie robiła, zwłaszcza na obronie. To kinda pokazuje że nie wiesz o co do końca kaman. ~~jest jednostką, budynkiem lub zasobem, ale także jego przynależność – czy jest wrogim, sojuszniczym czy neutralnym~~ nie do końca wrogim czy sojuszniczym, tylko po prostu z której jest armii. Podział na wroga i sojusznika jest subiektywny, wymaga zidentyfikowania się z jedną z armii, a my takiej identyfikacji nie czynimy. Każda armia ma swój kolorek na jęzorek – lewa dolna niebieski, prawa górna czerwony ~~elementem w rozgrywce.~~ Poza tym nic nie sprawdza, nie ma tam ifów. Zrobiliśmy to polimorfizmem (funkcjami wirtualnymi). I tłumaczyłem Ci kiedyś jak to działa... ech. W ogóle przeformułuję to całe zdanie anyway. Sorry ☹

Fragment kodu : Metoda MapElement.InitializeMinimapMarker()

void InitializeMinimapMarker()

{

var markerImage = GetMarkerImage();

if (markerImage == null) return;

var markerPrefab = Globals.Prefabs.marker;

var marker = Instantiate(markerPrefab);

var sr = marker.GetComponent<SpriteRenderer>();

sr.sprite = markerImage;

marker.transform.localScale \*= Mathf.Max(Shape.Width, Shape.Height);

var pos = marker.transform.localPosition;

pos.y = GetMarkerHeight();

marker.transform.localPosition = pos;

marker.transform.SetParent(this.gameObject.transform, false);

}

Komponent Camera na obiekcie gry *MinimapCamera* jest zatem skonfigurowany tak, by kamera renderowała jedynie warstwy: *Minimap* (na której znajdują się markery), *MinimapFogOfWar* (czyli płaszczyznę mgły wojny do minimapy) oraz *Enviro* (czyli teren). Do tworzenia markerów w czasie trwania rozgrywki napisana została metoda InitializeMinimapMarker() w klasie MapElement. Korzysta ona z wirtualnej funkcji GetMarkerImage(), by określić wygląd markera. Wersje tych funkcji w klasach potomnych zachowują się różnie dla różnych rodzajów elementu mapy. Building zwraca okrągły symbol, a Unit — kwadratowy. Dla obu tych typów tekstura markera jest ma kolor armii elementu mapy (niebieski albo czerwony). Jeśli armia nie jest przypisana, barwa markera będzie biała. Resource natomiast zwraca zawsze żółty, kwadratowy symbol. Dzięki temu markery jednoznacznie określają rodzaj i przynależność elementu mapy.

Aby zdeterminować, odległość markera od kamery (a więc wzajemne zasłanianie się markerów) stosowana jest (również wirtualna) funkcja GetMarkerHeight(). Jest to zaprogramowane tak, by jednostki zasłaniały zasoby, które z kolei przykrywać będą budynki. Z reguły nie powinno do tego dochodzić, gdyż nie może być dwóch elementów mapy na tym samym polu. Jednak w innym ustawieniu markery budynków mogłyby zasłaniać inne. Budynek może zajmować więcej niż jedno pole i mieć niekwadratowe wymiary natomiast jego marker zaś zawsze będzie okręgiem — większym bądź mniejszym.

Fragment kodu : Ciało klasy MinimapFog

public class MinimapFog : MonoBehaviour

{

public VisualFog visualFog;

void Update()

{

GetComponent<Renderer>().material.mainTexture =

visualFog.GetComponent<Renderer>().material.mainTexture;

}

}

Renderowanie mgły wojny na minimapie jest realizowane dzięki skryptowi *MinimapFog*. Klasa MinimapFog w funkcji Update() kopiuje teksturę z VisualFog i nakłada ją na własną płaszczyznę na warstwie *MinimapFogOfWar* (wyświetlanej tylko przez kamerę minimapy). ~~Dzięki temu została zachowana optymalizacja gry oraz uniknęliśmy nakładania się na siebie dwóch identycznych elementów, co powodowało widoczne błędy w grze.~~ W ten sposób obydwie płaszczyzny minimapy korzystają z tej samej tekstury.

# 4. Zaprogramowanie sztucznej inteligencji

Z teoretycznego punktu widzenia gra RTS znacznie różnie się od tradycyjnej gry planszowej, takiej jak szachy. Głównymi różnicami są:

* RTS posiada równoczesność ruchów — wielu graczy może wykonywaćakcje w tym samym czasie.
* Akcje w grze RTS trwają pewien czas — nie wykonują się w jednym momencie.
* Każdy gracz ma bardzo niewielki czas na decyzję o następnych ruchach — gra wykonująca się w tempie 24 klatek na sekundę oznacza, że gracz może działać nawet co około 42 ms, zanim stan gry ulegnie zmianie.
* Stan rozgrywki poprzez mechanizm mgły wojny jest tylko częściowo widoczny.
* Wreszcie, złożoność tych gier zarówno pod względem rozmiaru przestrzeni stanów jak i liczby akcji możliwych do podjęcia w każdym cyklu decyzyjnym jest olbrzymia. Przykładowo przestrzeń stanów szachów jest estymowana na około 1050, pokera *Texas Hold’em* w odmianie *no limit* — około 1080, a *Go* — około 10170. W porównaniu do tego, przestrzeń stanów w grze *StarCraft* dla typowej mapy jest szacowana na wiele rzędów wielkości większą.

Z tych powodów standardowe techniki sztucznej inteligencji w grach, takie jak przeszukiwanie drzew rozwiązań, nie mają zastosowania w grach RTS — przynajmniej nie bez zdefiniowania pewnego poziomu abstrakcji lub innego uproszczenia.[[24]](#footnote-24)

Aby sztuczna inteligencja była kompletna (czyli mogła pełnoprawnie symulować gracza ludzkiego) koniecznym jest, by sprostała szeregowi wyzwań. Po zanalizowaniu tematu sformułowaliśmy te wyzwania i możliwe ich rozwiązania.

Okazuje się, że AI musi spełniać szereg zachowań prowadzących do zwycięstwa. Są to zarówno zachowania ekonomiczne, takie jak zbieranie zasobów, wznoszenie budynków, produkcja jednostek oraz odkrywanie technologii, jak i zachowania taktyczne: zwiady, tworzenie obrony, przewidywanie ataków wroga i wybieranie mniej uczęszczanych przez niego ścieżek. Sztuczna inteligencja powinna synchronizować własne ataki, obsadzać jednostkami miejsca o walorze strategicznym, tworzyć zasadzki i priorytetyzować cele ataku.

Przytoczone zachowania są bardzo różnorodne. AI musi wykonywać wiele odmiennych zadań w jednym momencie. Oprócz tego zadania te mogą być wysokiego poziomu (np. decyzja o kolejności w jakiej będą opracowywane technologie) jak i niskiego poziomu (np. sterowanie pojedynczą jednostką). Potrzebny jest system który umożliwi takie wieloaspektowe i wielopoziomowe sterowanie armią.

Sztuczna inteligencja nie potrafi w prosty sposób przetwarzać informacji na temat planszy, gdy zapisane są po prostu w postaci dwuwymiarowej tablicy pól. Konieczne jest stworzenie struktur danych, które grupują kratki mapy w obszary o pewnym konkretnym znaczeniu dla AI — na przykład regiony o wysokiej koncentracji zasobów, albo terytorium wrogiej bazy.

Podobnie sztuczna inteligencja może mieć problem, by rozróżnić jednostki między sobą ze względu na funkcje i to, do czego się nadają, bazując wyłącznie na ich statystykach i przypisanych akcjach rozkazów. To samo tyczy się sposobów na wytworzenie budynków, jednostek lub odkrycie technologii, które znajdują się głębiej w drzewku technologicznym. Powinien zatem istnieć jakiś mechanizm informujący o tym, do czego służy dany typ jednostki, lub budynku oraz jakie uprzednie czynności są niezbędne, by móc stworzyć jego reprezentanta.

Ponieważ informacja o planszy jest ograniczona przez mgłę wojny, aby sztuczna inteligencja mogła podejmować rozsądne decyzje, musi w czasie rzeczywistym gromadzić wiedzę i dane statystyczne. Należy więc stworzyć jakieś repozytorium, w którym wiedza ta będzie składowana.

Z powodu ograniczeń czasowych zaimplementowano niewiele wspomnianych wcześniej zachowań. Głównie skupiono się na zbieraniu zasobów oraz zwiadach w ich poszukiwaniu. Jednak zaprezentowane poniżej rozwiązania do omówionych powyżej wyzwań stanowią solidny fundament do zaprogramowania algorytmów radzących sobie z bardziej złożonymi problemami.

## 4.1 System wieloagentowy

Idea systemu wieloagentowego została zaczerpnięta z książki *Programming Game AI by Example*[[25]](#footnote-25). Stanowi ona rozwiązanie problemu, jakim jest wieloaspektowość i wielopoziomowość sterowania armią. Przedstawiony tam system został jednak mocno zmodyfikowany na potrzeby projektu.

Głównym założeniem takiego systemu jest istnienie agentów — czyli autonomicznych obiektów realizujących własne zadania i zdolnych do komunikowania się między sobą. W książce system wieloagentowy omawiany jest na najczęstszym przykładzie jego użycia — gdy każdy agent zarządza pojedynczym obiektem gry. W przypadku prototypu **MechWars** również istnieją takie agenty (UnitAgent zarządzający jednostką), jednak główne zastosowanie mają agenty stanowiące pewną abstrakcję i zarządzające osobnymi aspektami sterowania armią. Istnieją zatem:

* KnowledgeAgent, który gromadzi wiedzę (i rozwiązuje w ten sposób drugi z opisanych problemów),
* ReconAgent odpowiedzialny za zwiady,
* ConstructionAgent rozbudowujący bazę,
* ProductionAgent tworzący nowe jednostki,
* ResourceCollectorAgent, którego zadaniem jest zbieranie zasobów,
* MainAgent, który tworzy wszystkie powyższe agenty i trzyma ich referencje.

Poza tym książka opisuje dla tych agentów implementację automatu skończonego (*FSM*), której tutaj nie zrealizowano. Zamiast tego zaczerpnięto z niej prosty system wiadomości służący do komunikacji między agentami. Dodano też mechanizm zadań, opisany w innym rozdziale książki.[[26]](#footnote-26)

### 4.1.1 Gracz AI

Klasą zarządzającą wszystkimi agentami jest AIBrain. Ideowo stanowi on „mózg” sztucznej inteligencji, gdyż agreguje wszystkie jej aspekty i umożliwia dowolnemu agentowi publiczny dostęp do innych agentów. Jednocześnie z zewnątrz można patrzeć na obiekt tej klasy, jak na sterowanie gracza — czyli odpowiednika klasy Spectator po stronie AI.

AIBrain jest skryptem MonoBehaviour, którego publiczne pola to Player — gracz, którym AI steruje — oraz kilka parametrów określających zachowanie pewnych agentów w określonych sytuacjach. Parametry te opisane zostały w rozdziałach o agentach, które z nich korzystają.

Prywatne pola: zbiory agentów agents oraz agentsToAdd trzymają wszystkie obecnie istniejące agenty. Publiczna funkcja AddAgent() umożliwia dodawanie nowych agentów do zbioru tymczasowego, z którego zostają przeniesione do głównego w funkcji Update(). Agenty usuwane są również w tej funkcji, gdy tylko skończyły swoje zadanie, czyli ich właściwość Finished zwraca **true**. Natomiast dla agentów pozostających w działaniu wołana jest ich funkcja Start() (jeśli są nowo dodane) oraz Update() (za każdym razem).

Metoda AIBrain.Start() inicjalizuje właściwości i tworzy pierwszego agenta: MainAgent, który startuje wszystkie następne. Nie używa funkcji AddAgent() by dodać go do listy — każdy agent w swoim konstruktorze robi to sam.

Fragment kodu : Wybrane elementy klasy AIBrain

public Player player;

public float resourceRegionDistance = 2;

public TextAsset harvestingImportanceFunction;

public int reconRegionSize = 8;

public int coarseReconRegionPercentage = 90;

HashSet<Agent> agentsToAdd;

HashSet<Agent> agents;

public MainAgent MainAgent { get; private set; }

public FilteringMapProxy MapProxy { get; private set; }

void Start()

{

agentsToAdd = new HashSet<Agent>();

agents = new HashSet<Agent>();

MainAgent = new MainAgent(this);

MapProxy = new FilteringMapProxy(player.army);

InitializeResourceRegionDetectionShape();

}

void Update()

{

agents.UnionWith(agentsToAdd);

agentsToAdd.Clear();

foreach (var a in agents)

{

if (!a.Started) a.Start();

a.Update();

}

agents.RemoveWhere(a => a.Finished);

}

public void AddAgent(Agent agent)

{

agentsToAdd.Add(agent);

}

Spośród właściwości na uwagę zasługuje MapProxy. Zawiera ona obiekt klasy FilteringMapProxy, który pośredniczy w pozyskiwaniu informacji z klasy Map przez agentów. Uwzględnia on VisibilityTable armii sterowanej przez AI maskując działania jednostek i zmiany w strukturach znajdujących się poza polem widzenia. Można zatem powiedzieć, że symuluje dla sztucznej inteligencji mechanizm, który dla gracza ludzkiego istnieje w postaci wizualizacji mgły wojny.

### 4.1.2 Klasa agenta

Klasa abstrakcyjna Agent jest dosyć złożona. Stanowi ona bazową klasę dla wszystkich agentów. Zajmuje się wykonywaniem zadań, przesyłaniem, logowaniem i odbieraniem wiadomości a także uruchamianiem akcji czasowych. Posiada więc prywatną kolejkę wiadomości (klasa Message), chronioną listę zadań (Goal) oraz słowniki z akcjami (ActionToPerform, ArgActionToPerform). Każdy agent ma szereg właściwości skracających dostęp do innych agentów (przechowywanych w obiekcie MainAgent), jak również gracza i MapProxy (trzymanych przez AIBrain). Ponadto istnieją tu właściwości mówiące czy agent już rozpoczął swoje działanie oraz czy je zakończył, jak również takie, które pozwalające pobrać informacje o obecnym zadaniu.

Konstruktor każdego agenta automatycznie dodaje go do zbioru agentów w AIBrain. Publiczna metoda GiveGoal() pozwala dać agentowi zadanie i określić jego ważność. Chronione funkcje SendMessage() (różniące się parametrami) tworzą nowy obiekt Message, kolejkują go i zapisują do logu. Wszystkie wysyłane wiadomości są zawsze logowane, dzięki czemu po wykonaniu przebiegu gry można obejrzeć plik tekstowy z informacjami na temat komunikacji między agentami. Nazwa tego pliku jest określona publicznym polem obiektu Globals: string aiMessageLogFileName. Metodą ReceiveMessage() klasy agentów potomnych mogą wyciągnąć wiadomość z kolejki, jeśli jakaś tam jest, by móc na nią zareagować.

Dwie metody o nazwie PerformEvery() stanowią mechanizm do wykonywania powtarzalnych czynności, które nie muszą wykonywać się co każdy cykl aktualizacji gry. Służą więc do wywoływania określonych funkcji co zadany w sekundach interwał.[[27]](#footnote-27) Dla przekazanej w parametrze akcji (delegatu System.Action, lub System.Action<object>) tworzony jest obiekt z tą akcją i informacjami o czasie jej wykonania (odpowiednio: ActionToPerform, lub ArgActionToPerform) i dodawany do odpowiedniego słownika. Jednakże gdy taka akcja znajduje się już w słowniku, metoda PerformEvery() jedynie aktualizuje jej czas wykonania i, jeśli interwał został przekroczony, zeruje czas i uruchamia ją. Informacja o zwiększeniu czasu jest zapisywana i resetowana dopiero podczas aktualizacji pętli gry, dzięki czemu nie da się jej wykonać dwukrotnie w czasie jednej aktualizacji (co byłoby błędem). Owo okresowe wywoływanie czynności można zatrzymać korzystając z odpowiedniej z dwóch bliźniaczych funkcji StopPerform().

Agenty posiadają publiczne funkcje Start() i Update() wywoływane przez AIBrain w celu ich inicjalizacji i aktualizacji. Równolegle istnieją uruchamiane przez nie odpowiednio wirtualne, chronione metody OnStart() i OnUpdate(). Dzięki nim możliwa jest personalizacja agentów pod ich cele. Dodatkowo Start() sprawdza, czy AIBrain ma przypisanego gracza z armią i ustawia flagę Started, a Update() zajmuje się resetowaniem informacji o aktualizacji czasu akcji czasowych oraz obsługą zadań agenta.

Metoda Finish() ustawia flagę Finished. Spowoduje to usunięcie agenta ze zbioru w AIBrain, po zakończeniu cyklu aktualizacji agentów.

Fragment kodu : Wybrane fragmenty klasy Agent

Queue<Message> messages;

protected List<Goal> Goals { get; private set; }

Dictionary<System.Action, ActionToPerform> actionsToPerform;

Dictionary<System.Action<object>, ArgActionToPerform> argActionsToPerform;

public bool Started { get; private set; }

public bool Finished { get; private set; }

public void Start()

{

CheckForArmy();

OnStart();

Started = true;

}

protected virtual void OnStart()

{

}

public void Update()

{

CheckForArmy();

ResetActionsIncrements();

OnUpdate();

if (!Goals.Empty())

{

var goal = Goals.First();

if (goal.State == GoalState.BrandNew)

goal.Start();

if (goal.State == GoalState.Started)

goal.Update();

if (goal.InFinalState)

Goals.RemoveFirst();

}

}

protected virtual void OnUpdate()

{

}

# 5. Badania skuteczności sztucznej inteligencji

* AI vs AI
* AI vs gracz

# Zakończenie

* Co było do zrobienia
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